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Remoting Basics

PowerShell v2 introduced a powerful new technology, Remoting, which was refined and expanded upon for
PowerShell v3.Based primarily upon standardized protocols and techniques, Remoting is possibly one of the
mostimportant aspects of PowerShell: Future Microsoft products will rely upon it almost entirely for
administrative communications across the network.

Unfortunately, Remoting is also a complex set of components, and while Microsoft has attempted to provide
solid guidance for using itin a variety of scenarios, many administrators still struggle with it. This “mini
eBook” is designed to help you better understand what Remoting is, how it works, and - most importantly -
how to use itin a variety of different situations.

Note: This guide isn’tmeantto replace the myriad existing books thatcover Remoting basics, such as Don’s
own Learn Windows PowerShellin a Month of Lunches (http://MoreLunches.com) or PowerShell in Depth.
Instead, this guide supplements those byproviding step-by-step instructions for manyof the “edge” cases in
Remoting, and by explaining some ofthe more unusual Remoting behaviors and requirements.

What is Remoting?

In essence, Remoting enables you to access remote machines across a network and retrieve data from or
execute code on one or many remote computers. This is not a new idea, and in the past a number of different
remoting technologies evolved. Some cmdlets have traditionally provided their own limited remoting
capabilities while the majority of cmdlets do not support remoting on their own.

With PowerShell remoting, finally there isa generic remoting environment that allows remote execution for
literally any command that can run in a local PowerShell. So instead of adding remoting capabilities to every
single cmdlet and application, you simply leave it to PowerShell to transfer your PowerShell code to the target
computer(s), execute it there, and then marshal back the results to you.

Throughout this eBook, we will focus on PowerShell remoting and not cover non-standard private remoting
capabilities built into selected cmdlets.

Examining Remoting Architecture

As shown in figure 1.1, PowerShell's generic Remoting architecture consists of numerous different,
interrelated components and elements.


http://morelunches.com/
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Figure 1.1: The elements and components of PowerShell Remoting
Here’s the complete list:

+ Atthebottomof the figure is your computer, or more properly your client. This is where you physically sit,
and it’s where you’ll initiate most of your Remoting activities.

*  Your computer will communicate via the WS-MAN, or Web Services for Management, protocol. This is an
HTTP(S)-based protocol that can encapsulate a variety of different communications. We’ve illustrated this
as using HTTP, which is Remoting’s default configuration, but it could just as easily be HTTPS.

« On theremote computer —the server, in the proper terminology, although it could easily be a client
operating systemlike Windows 7 — the Windows Remote Management (WinRM) service runs. This service
is configured to have one or more listeners. Each listener waits for incoming WS-MAN traffic on a specific
port, for a specific protocol (HTTP or HTTPS), and on specific IP addresses (oron all local addresses).

«  Whena listener receives traffic, the WinRM service looks to see which endpoint the traffic is meant for.
For our purposes, an endpoint will usually be launching an instance of Windows PowerShell. In PowerShell
terms, an endpointis also called a session configuration, because in addition to launching PowerShell, it
can auto-load scripts and modules, place restrictions upon what can be done by the connecting user, and so
forth.

Note: Although we show PowerShell.exe in our diagram, that's forillustration purposes. PowerShell.exe is
the PowerShell console application, which wouldn’tmake sense running in the background on aremote
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computer. The actual process is Wsmprovhost.exe, which hosts PowerShell in the background for Remoting
connections.

As you can see, a single remote computer can easily have dozens or even hundreds of endpoints, each with a
different configuration. PowerShell v3 sets up 3 such endpoints by default: One for 32-bit PowerShell (on 64-
bit systems), the default PowerShell endpoint (which is 64-bit on x64 systems), and one for PowerShell
workflow. Beginning with Server 2008 R2, there isa fourth default endpoint for Server Manager workflow
tasks.

Enabling Remoting

Most client versions of Windows (Windows Vista, Windows 7, and soon) do not enable incoming Remoting
connections by default. Newer server versions do, but older server versions may not. So your first step with
Remoting will usually be to enable it on those computers that you want to receive incoming connections.
There are three ways to enable Remoting, and table 1.1 compares what you can achieve with each.

Table 1.1 Comparing the w ays of enabling remoting

Enable -PSRe m oting Group Policy Manually Ste p-by-Step
Set WinRM to auto-start [Yes Yes Y es —use Set-Service and
and start the service Start-Service.
Configure HTTP listener [Yes Youcan configure auto- [Yes —use WSMAN
registration of listeners, [command-line utility and
not create customlistenerqWWSMAN: drive in
Pow erShell
Configure HTTPS No No Y es —use WSMAN
listener command-line utility and
IWSMAN: drivein
Pow erShell
Configure endpoints / ([Yes No Yes —use
s ession configurations PSSessionConfiguration
cmdlets
Configure Windows Y es* Yes* Y es* - use Firew all
Firew all e xception cmdlets or Window s
Firew all GUI

Note: Clientversions of Windows (Windows Vista, Windows 7,and so on) will not permitfirewall exceptions
on any network identified as “Public.” Networks musteitherbe “Home” or “Work/Domain”in order to permit
exceptions. In PowerShell v3, you canrun Enable-PSRemoting with the —SkipNetworkProfileCheck switch to
avoid this problem.

We'll be enabling Remoting in our test environment by running Enable-PSRemoting. It's quick, easy, and
comprehensive; you'll also see most of the manual tasks performed in upcoming sections.

Test Environment

We'll be using a consistent test environment throughout the following sections; this was created on six virtual
machines at CloudShare.com, and is configured as shown in figure 1.2.
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Figure 1.2: Test environment configuration
Some important notes:

* .NET Framework v4 and PowerShell v3 is installed on all computers. Most of what we’ll cover also applies
to PowerShell v2.

«  Asshown, most computers have a numeric computer name (C2108222963, and so on); the domain
controller for each domain (which is also a DNS server) has CNAME records with easier-to-remember
names.

»  Each domain controller has a conditional forwarder set up for the otherdomain, so that machines in either
domain can resolve computer names in the otherdomain.

«  We performed all tasks as a member of the Domain Admins group, unless noted otherwise.

We created a sixth, completely standalone server that isn’t in any domain at all. This will be useful for
covering some of the non-domain scenarios that you can get into with Remoting,

Caution: When opening PowerShell on a computerthathas User Account Control (UAC) enabled, make
sure you right-click the PowerShell icon and select “Run as Administrator.” If the resulting PowerShell
window’s title bar doesn’tspecificallysay, “Administrator,” then you don’t have admin privileges. You can
check permissions programmaticallywith this simple line: (whoami/all | select-string S-1-16-12288) -ne
$null. In an elevated shellitreturns "True", otherwise "False".
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Enabling Remoting

We began by running Enable-PSRemoting on all six computers. We took care to ensure that the command ran
without error; any errors at this point are a signal that you must stop and resolve the error before attempting
to proceed. Figure 1.3 shows the expected output.

X Administrator: Windows PowerShell (3)

PowerShe1l
Copyright (C) 2812 Microsoft Corporation. A1l rights reserved.

PS C:sUserssAdministrator> enable-psremoting

WinRM Quick Gonfiguration
Running command “Set-WSManQuickConfig" to enable remote management of this computer by using the Windows Remote
Management (UlnRM) service.
This includes
1. Staltlng or le..taxt1ng (if already arted> the WinRM service
. Setting the RM ruice startup to Automatic
- Creating a liste to accept requ on any IP adde
- Enabling Windows Flreuall inbound ru exceptions for WS-Management traffic <{for http only>.

u want to continue?
[A] Yes to A1l [N]1 Ho [L]1 NHo to A1l [81 Suspend [?] Help <(default is "¥">: a
WinRM has been updated to receive reguests.
MinRM service started.

WinRM has been updated for remote management.
Created a WinRM listener on HITP://* to accept WS-Man requests to any IP on this machine.

Conf irm

fire you sure you want to pelfﬂlm tlud action?

Performing operation “Set—PSS nfiguration” ame: microsoft.powershell SDDL:
0:NSG:=BAD:=P<{A;;GA5 5 ;BADS PCAU; FH GFI D> <AUSAs GHGU,.,UD) Thl‘. will allow selected users to remotely run Windows

g1 spend [7]1 Help <default is *"¥">
PS C:\Users\Administrator>

Figure 1.3: Expected output from Enable-PSRemoting

Note: You'll notice profligate use of screen shots throughoutthis guide. It helps ensure thatl don’t make any
typos or copy/paste errors — you'’re seeing exactly whatwe typed and ran.

Running Get-PSSessionConfiguration should reveal the three or four endpoints created by Enable-
PSRemoting. Figure 1.4 shows the expected output on a server.

10
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strator: Windows PowerShell (3)

1. Starting or i arted?> the WinRM seruvice
2. Setting the Py i to Automatic
3.

Greating a listener to accept requ on any IP address
4. Enabling Windous Firewall inbound pule exceptions for WS—Management traffic <(for http onlyd.
Do youw want to continue?
[¥]1 Yes [A] Yes to All [N]1 No [L]1 No to All [8]1 Suspend [7] Help <default is "¥">: a
WinRM has been updated to receive reguests.
WinRM service started.

MinRM has been updated for remote management
Created a WinRM listener on HTTP:-/rx to accept US-Man requests to any IP on this machine.

[:tll]n?
A ation" on rget '"Mame: microsoft.powershell DL:
P(R,.GR,,.B&) :PCAU JD)(RU Shs GHGU,.,UD) This will allow selected u to remotely run Windows
Power! Shell commands on i
[¥1 Yes [A] Yes to ALL EN1 Mo [L1 No to ALL [S1 Suspend [71 Help <default is "¥">: a
PS8 C:islUsersSAdministrator? Get—P8SessionConfiguration

: microsoft.powershell
: 3.8

! BUILTIN\Administrators AccessAllowed

E giarosn ft_powershell workf low

i BUILTIN\Admin rators AccessAllowed

: microsoft.powershellld2
: 3.8

! BUILTIN\Administrators AccessAllowed

E gi%l‘osnft .ServerManager

! BUILTIN\Administrators AccessAllowed

Figure 1.4: Expected output from Get-PSSessionConfiguration

Note: Figure 1.4 illustrates thatyou can expect different endpoints to be configured on different machines.
This example was from a Windows Server 2008 R2 computer, which has fewer endpoints than a Windows
2012 machine.

It's worth taking a moment to quickly test the Remoting configuration. For computers that are all part of the
same domain, when you're logged on as a Domain Admin from that domain, Remoting should “just work.”
Quickly check it by attempting to remote from one computer to another using Enter-PSSession. Figure 1.5
shows the expected output, in which we also ran a quick Dir command and then exited the remote session.

11
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& Administrator: Windows PowerShell

Directory: C

Mode

Figure 1.5: Checking remoting connectivity from COMPANY.oc’ s CLIENTA to the DCA domain

controller.

Caution: If you’re following along in your own testenvironment, don’tproceed until you’ve confirmed
Remoting connectivity between two computers inthe same domain. No other scenario needs to work right
now; we’ll getto them in the upcoming sections.

Core Remoting Tasks

PowerShell provides for two principal Remoting use cases. The first, 1-to-1 Remoting, is similar in nature to
the SSH secure shell offered on UNIX and Linux systems. With it, you get a command-line prompt on a single
remote computer. The second, 1-to-Many Remoting, enables you to send a command (or alist of commands)
in parallel to a set of remote computers. There are also a couple of useful secondary techniques we’ll look at.

1-to-1 Remoting

The Enter-PSSession command connects to a remote computer and gives you a command-line prompt on that
computer. You can run whatever commands are on that computer, provided you have permission to perform
that task. Note that you are not creating an interactive logon session; your connection will be audited as a
network logon, just as if you were connecting to the computer’s C$ administrative share. PowerShell will not
load or process profile scripts on the remote computer. Any scripts that you choose to run (and this includes
importing script modules) will only work if the remote machine’s Execution Policy permits it.

i Enter-PSSession -computerName DCO1

Note: While connected to a remote machine via Enter-PSSession, your promptchanges and displays the
name of the remote system in square brackets. If you have customized your prompt, all customizations will
be lostbecause the promptis now created on the remote system and transferred backto you. All of your
interactive keyboard inputis sentto the remote machine, and all results are marshaled backto you. This is
importantto note because you cannotuse Enter-PSSessionin a script. If you did, the scriptwould still run
on your local machine since no code was entered interactively.

12
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1-to-Many Remoting

With this technique, you specify one or more computer names and a command (or a semicolon-separated list
of commands); PowerShell sends the commands, viaRemoting, to the specified computers. Those computers
execute the commands, serialize the results into XML, and transmit the results back to you. Your computer
deserializes the XML back into objects, and places them in the pipeline of your PowerShell session. This is
accomplished via the Invoke-Command cmdlet.

i Invoke-Command -computername DCO1,CLIENT1 -scriptBlock { Get-Service }

If you have a script of commands to run, you can have Invoke-Command read it, transmit the contents to the
remote computers, and have them execute those commands.

i Invoke-Command -computername DCO1,CLIENT1 -filePath c:\Scripts\Task.psl

Note that Invoke-Command will, by default, communicate with only 32 computers at once. If you specify
more, the extras will queue up, and Invoke-Command will begin processing them as it finishes the first 32.
The -ThrottleLimit parameter can raise this limit; the only costis to your computer, which must have
sufficient resources to maintain a unique PowerShell session for each computer you're contacting
simultaneously. If you expect to receive large amounts of data from the remote computers, available network
bandwidth can be another limiting factor.

Sessions

When you run Enter-PSSession or Invoke-Command and use their -ComputerName parameter, Remoting
creates a connection (or session), does whatever you've asked it to, and then closes the connection (in the
case of an interactive session created with Enter-PSSession, PowerShell knows you’re done when you run
Exit-PSSession). There’s some overhead involved in that set-up and tear-down, and so PowerShell also offers
the option of creating a persistent connection - called a PSSession. You run New-PSSession to create a new,
persistent session. Then, rather than using -ComputerName with Enter-PSSession or Invoke-Command, you
use their -Session parameter and pass an existing, open PSSession object. That lets the commands re-use the
persistent connection you'd previously created.

When you use the -ComputerName parameter and work with ad-hoc sessions, each time you send a command
to aremote machine, there isa significant delay caused by the overhead it takes to create a new session. Since
each call to Enter-PSSession or Invoke-Command sets up a new session, you also cannot preserve state. In the
example below, the variable $test is lostin the second call:

PS> Invoke-Command -computername CLIENT1 -scriptBlock { $test = 1 }
PS> Invoke-Command -computername CLIENT1 -scriptBlock { $test }
PS>

When you use persistent sessions, on the other hand, re-connections are much faster, and since you are
keeping and reusing sessions, they will preserve state. So here, the second call to Invoke-Command will still
be able to access the variable $test that was set up in the first call

PS> $Session = New-PSSession -ComputerName CLIENT1

PS> Invoke-Command -Session $Session -scriptBlock { $test = 1 }
PS> Invoke-Command -Session $Session -scriptBlock { $test }

1

PS> Remove-PSSession -Session $Session

13
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Various other commands exist to check the session’s status and retrieve sessions (Get-PSSession), close them
(Remove-PSSession), disconnect and reconnect them (Disconnect-PSSession and Reconnect-PSSession, which
are new in PowerShell v3), and so on. In PowerShell v3, you can also pass an open session to Get-Module and
Import-Module, enabling you to see the modules listed on a remote computer (via the opened PSSession), or
to import a module from a remote computer into your computer for implicit Remoting. Review the help on
those commands to learn more.

Note: Once you use New-PSSession and create your own persistentsessions, itis your responsibilityto do
housekeeping and close and dispose the session when you are done with them. Until you do that, persistent
sessionsremain active, consume resources and may prevent others from connecting. By default, only 10
simultaneous connections to a remote machine are permitted. If you keep too manyactive sessions, you will
easilyrun into resource limits. This line demonstrates whathappens ifyou try and setup too many
simultaneous sessions:

i PS> 1..10 | Foreach-Object { New-PSSession -ComputerName CLIENT1 }

Remoting Returns Deserialized Data

The results you receive from a remote computer have been serialized into XML, and then deserialized on your
computer. In essence, the objects placed into your shell’s pipeline are static, detached snapshots of what was
on the remote computer at the time your command completed. These deserialized objects lack the methods of
the originals objects, and instead only offer static properties.

If you need to access methods or change properties, orin other words if you must work with the live objects,
simply make sure you do so on the remote side, before the objects get serialized and travel back to the caller.
This example uses object methods on the remote side to determine process owners which works just fine:

PS> Invoke-Command -ComputerName CLIENT1 -scriptBlock { Get-WmiObject -Class
Win32_Process | Select-Object Name, { $_.GetOwner().User } }

Once the results travel back to you, you can no longer invoke object methods because now you work with
"rehydrated” objects that are detached from the live objects and do not contain any methods anymore:

PS> Invoke-Command -ComputerName CLIENT1 -scriptBlock { Get-WmiObject -Class
Win32 Process } | Select-Object Name, { $_.GetOwner().User }

Serializing and deserializing is relatively expensive. You can optimize speed and resources by making sure
that your remote code emits only the data you really need. You could for example use Select-Object and
carefully pick the properties you want back rather than serializing and deserializing everything.

Enter-PSSession vs. Invoke-Command

Alot of newcomers will get a bit confused about remoting, in part because of how PowerShell executes
scripts. Consider the following, and assume that SERVER2 contains a script named C:\RemoteTest.ps1:

Enter-PSSession -ComputerName SERVER2
C:\RemoteTest.psl

If you were to sitand type these commands interactively in the console window on your client computer, this
would work (assuming remoting was set up, you had permissions, and all that). However, ifyou pasted these
into a script and ran that script, it wouldn’t work. The script would try to run C:\RemoteTest.ps1 on your local
computer.

The practical upshot of this is that Enter-PSSession is really meant for interactive use by a human being, not
batch use by a script. If you wanted to send a command to a remote computer, from within a script, Invoke-

14
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Command is the right way to do it. You can either set up a session in advance (useful if you plan to send more
than one command), or you can use a computer name if you only want to send a single command. For
example:

$session = New-PSSession -ComputerName SERVER2
Invoke-Command -session $session -ScriptBlock { C:\RemoteTest.psl }

Obviously, you'll need to use some caution. If those were the only two lines in the script, then when the script
finished running, $session would cease to exist. That might disconnect you (in a sense) from the session
running on SERVER2. What you do, and even whether you need to worry about it, depends a lot on what
you're doing and how you’re doing it. In this example, everything would probably be okay, because Invoke-
Command would “keep” the local script running until the remote script finished and returned its output (if

any).

15
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Accessing Remote Computers

There are really two scenarios for accessing a remote computer. The difference between those scenarios
primarily lies in the answer to one question: Can WinRM identify and authenticate the remote machine?

Obviously, the remote machine needs to know who you are, because it will be executing commands on your
behalf. But you need to know who itis, as well. This mutual authentication - e.g, you authenticate each other
- isan important security step. It means that when you type SERVER2, you're really connecting to the real
SERVERZ2, and not some machine pretending to be SERVER2. Lots of folks have posted blog articles on how to
disable the various authentication checks. Doing so makes Remoting “just work” and gets rid of pesky error
messages - but also shuts off security checks and makes it possible for someone to “hijack” or “spoof” your
connection and potentially capture sensitive information - likeyour credentials.

Caution: Keepin mind that Remoting involves delegating a credential to the remote computer. You're doing
more thanjustsending ausername and password (which doesn’tactuallyhappen all of the time): you're
giving the remote machine the abilityto execute tasks as if you were standing there executing them yourself.
An imposter could do a lot of damage with that power. That is why Remoting focuses on mutual
authentication —so that imposters can’thappen.

In the easiest Remoting scenarios, you're connecting to a machine that's in the same AD domain as yourself,
and you'’re connecting by using its real computer name, as registered with AD.AD handles the mutual
authentication and everything works. Things get harder if you need to:

«  Connect to a machine in anotherdomain
¢ Connect to machine thatisn’t in a domain at all

*  Connect via a DNS alias, or via an IP address, rather than via the machine’s actual computer name as
registered with AD

In these cases, AD can’t do mutual authentication, so you have to do it yourself. You have two choices:

«  Setup the remote machine toaccept HTTPS (rather than HTTP) connections, and equip it with an SSL
certificate. The SSL certificate must be issued by a Certification Authority (CA) that your machine trusts;
this enables the SSL certificate to provide the mutual authentication WinRM is after.

* Addthe remote machine’s name (whatever you’re specifying, be it a real computer name, an IP address,or a
CNAME alias) to your local computer’s WinRM TrustedHosts list. Note that this basically disables mutual
authentication: You’re allowing WinRM to connect to that one identifier (name, IP address, or whatever)
without mutual authentication. This opens the possibility for a machine to pretend to be the one you want, so
use due caution.

In both cases, you also have to specify a —-Credential parameter to your Remoting command, even if you're
just specifying the same credential that you're using to run PowerShell. We'll cover both cases in the next two
sections.

Note: Throughoutthis guide, we’ll use “Remoting command” to genericallyrefer to any command that
involves setting up a Remoting connection. Those include (butare notlimited to) New-PSSession, Enter-
PSSession, Invoke-Command, and so on.

Setting up an HTTPS Listener

This is one of the more complex things you can do with Remoting, and will involve running a lot of external
utilities. Sorry - that's just the way it's done! Right now there doesn’t seem to be an easy way to do this
entirely from within PowerShell, at least not that we've found. Some things, as you'll see, could be done
through PowerShell, but are more easily done elsewhere - so that's what I've done.
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Your firststep is to identify the host name that people will use to access your server. This is very, very
important, and itisn’t necessarily the same as the server’s actual computer name. For example, folks
accessing “www.ad2008r2.loc” might in fact be hitting a server named “DCO01,” but the SSL certificate you'll
create must be issued to host name “www.ad2008r2.loc” because that's what people will be typing. So, the
certificate name needs to match whatever name people will be typing to get to the machine - even if that's
different from its true computer name. Got that?

Note: As the above implies, partof settingup an HTTPS listeneris obtaining an SSL certificate. I'll be using
a public Certification Authority (CA) named DigiCert.com. You could also use an internal PKI, if your
organization has one. | don’trecommend using MakeCert.exe, since such a certificate can’t be implicitly
trusted by the machines attempting to connect. | realize that every bloginthe universetells you to use
MakeCert.exe to make a local self-signed certificate. Yes, it's easy — but it's wrong. Using itrequires you to
shutoff mostofWinRM's security— so why bother with SSL if you planto shutoff mostofits security
features?

You need to make sure you know the full name used to connect to a computer, too. If people will have to type
“dc01.ad2008r2.loc,” then that's what goes into the certificate. If they’ll simply need to provide “dca,” and
know that DNS can resolve that to an IP address, then “dca” is what goes into the certificate. We're creating a
certificate that just says “dca” and we’ll make sure our computers can resolve that to an IP address.

Creating a Certificate Request

Unlike IIS, PowerShell doesn’t offer a friendly, graphical way of creating a Certificate Request (or, in fact, any
way atall to do so.) So, go to http://DigiCert.com /util and download their free certificate utility. Figure 2.1

shows the utility. Note the warning message.

0 DigiCert Certificate Utility =1E]x

- - @ ‘welcome to the DigiCert certificate utility. How to reach support:
Email: t@digicert.
0 d I g I ce rt Thiz tanl can help you install your 550 certificates and fis comman T;nliafI[EE iuggoora(s@s I?galc?:gr eom
problems. A description of this tool and a download link for the curent Ph : A .801 .?01 .SBDD
wergion can be found at hitps: /v digicert. com/util [opens browser). 1ane: L
Chat: Online [opens brawser]

1 DigiCert root or intermediate certificates are not installed comectly which may cause problems for some mobile Repai
. device users. Click the Repair button to fix this issue. spar

“rour certificates on this server: Fiefresh |

| lszued To | Expire Date = | Serial Mumber | Frigndly Mame | |szuer |
Export | Tiest Key | iet |
Version 1.0.0.25 Check a Server Irnpiort; | Create CSR | Cloze |

Figure 2.1: Launéhing DigiCertUtil.exe

You only need to worry about this warning ifyou plan to acquire your certificate from the DigiCert CA; click
the Repair button to install their intermediate certificates on your computer, enabling their certificate to be
trusted and used. Figure 2.2 shows the result of doing so. Again, if you plan to take the eventual Certificate
Request (CSR) to a different CA, don’t worry about the Repair button or the warning message.

Note You can alsoopen a blank MMC console and add Windows’ “Certificate” snap -in. Focus iton the
computer accountfor the local computer (you'll be prompted). Then, right-click on the “Personal” folder and
selectAll Tasks to find the option to create a new certificate request.
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IO\ DigiCert Certificate Utility ] |

- - & ‘welcome to the DigiCert certificate utility. How to reach support:
e t Email: @ digicert.
d I I c r This toal can help you install your S50 cerificates and fix common oy etz
bl % dosrintion o this taal and & dovnioed lik for th " Toll free: 1.800.898.7973
problems. A description of this tool and a download link for the curenl Fhone.  +1.801.701.9500

wersion can be found at hittps:/Awew. digicert. com/util [opens browser). Chat il | b 1
=19 nline |opens Drowser,

Fiepair succeeded. The DigiCert root and intermediate certificates are now optimally configured for this server.
@ For details about what this program did, visit hitps: /v, digicert. com/ssl-support/windows-cross-signed-
chain.htrm [opens browser|

“Your certificates on this server: Fiefresh |

lssued Ta Expire Date = Serial Murmber Friendly Marne |3suer
[ [ [ | Friendly [ [

Export | Tiest Key | igw |
Version 1.0.0.25 Check a Serverl Import | Create CSR | Close |

Figure 2.2: After adding the DigiCert intermediate certificates

Click “Create CSR.” As shown in figure 2.3, fill in the information about your organization. This needs to be
exact: The “Common Name” is exactly what people will type to access the computer on which this SSL
certificate will be installed. That might be “dca,” in our case, or “dc01.ad20082.1oc” if a fully qualified name is
needed, and so on. Your company name also needs to be accurate: Most CAs will verify this information.

Q) DigiCert Certificate Utility i il =1
M (O DigiCert Certificate Utility - Create CSR X|jpport:
d I icert. com
- Certificate Details r~ Inf ki 373
Key Size 500
Comman Mame: |dca hs browser]
5 DigiCert recommends 2048 bits.
Repair su Subject ;I
For detall- Alternative 1024 and 2048 bit keys are most common. Key
chain.htrr Mames: sizes smaller than 1024 are considered insecure.

“rour certificates ot LI Refresh |
M Organization: IConcentlated Technology, LLC I

IT

Department:

City: ILas “egas

State: INevada d
Country IUSA j
Kep Size: - ATEEX M -

Generate I Cancel | =D |

Version 1.0.0.25 CTIECK 3 SEIVET | TIporT | CTEae Lot | Cloze |

Figure 2.3: Filling in the CSR
We usually save the CSR in a text file, as shown in figure 2.4. You can also just copy it to the Clipboard in many

cases. When you head to your CA, make sure you're requesting an SSL (“Web Server,” in some cases)
certificate. An e-mail certificate or other type won’t work.
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() DigiCert Certificate Uili =1Ex]
L o]
. x|)pport:
d I icert. com
— B73
00
hz brawser]
Fiepair su x|
@ For detail:
chair.htr
" - Refresh
“our certificates ar _ i |
FIqUE Libraries
I Iszued To BRRBo | | System Folder I
e LS

LLAME Administrator
_____ % System Folder

) co -

File name: Idca Save

Save as type: IText Files (") ﬂ ﬂl/
A

= |
| Copy CSR | Save to File I Cloge | [ m
0sE |

Version 1.0.0.25 O

Figure 2.4: Saving the CSR into a text file

Next, take that CSR to your CA and order your certificate. This will look something like figure 2.5 if you're
using DigiCert; it'll obviously be different with another CA, with an internal PKI, and so forth. Note that with
most commercial CAs you'll have to select the type of Web server you're using; choose “Other,” if that's an
option, or “IIS” ifnot.

Note: Using the MakeCert.exe utility from the Windows SDK will generate a local certificate that only your
machine will trust. This isn’tuseful. Folks tell you to do this in various blog posts becauseit’s quickand
easy, they also tell you to disable various securitychecks so thatthe inherently-useless certificate will work.
It's a waste of time. You're getting encryption, but you’ve no assurance thatthe remote machineis the one
you intended to connect to in the first place. If someone’s hijacking yourinformation, who cares if it was
encrypted before you sentitto them?

mnr LA ELARLAL serigEIEIELy ERAjLan Ly serEn g

To remain secure, certificates must use 2048-bit keys. Please contact us if your server platform can't generate
a 2048-bit key. For more information, see this explanation.

Select Server Software: 4 Click to upload a CSR or Paste one below:
em Coariar . 2l |- EISIY NTW CTRTIFICATE REQUEST--—-——
Nemcape Enterpnse Sewer d MIICe TOCASEC R AATEMMAACA ] TE Ao D Z NN D T w ¥ DV 0 o DN 2 B4 ZWE DamED
i IWgVEV] ASEv DI o TE=DM g b Ew] JVTESMERCALT _-'R: MTT! IFZl
Ne.tscape IPIEnEt :2 ﬂ‘.:-awDﬁ‘I"?:’QI’b!ﬂ;mZG_x CxAITBgNVEAY TRIVIMIIRI JANEY] :
nginx EE3400A (AT T2CSRCH QRS SAE TV

=30En4 TUGHETy/ FREEAL

Yoy 2 HWY

OTEIC!E.‘ 042 TeTkIOAR2E0Y 2L EEL ¥ _ £
Qmail 7l A KE4baEEuRd  BlxKes (uIANT SwI DAJRSOR R DY TR T
q TTWAZEE] SEEd]=wd

S‘]ne wr-"-nr;.m-c:u-v
WebStar b Lezie
Zeus Web Server 4 0SCMMQE ELA3 TENT 4w B ZRRT N D 2 raSVECIniNT tM“B_ﬂ:Z:_?C\:JE’:Cau"

.
!
|
.
i
;':
43
i
2:‘
a
E
3
i
;
I'_

™ I don't have my CSR ready. My technical contact will submit it after I place the order.

Name(s) to Secure

Common Name: [dca

Figure 2.5: Uploading the CSR to a CA

Caution: Note the warning message in figure 2.5 that my CSR needs to be generated with a 2048 -bitkey.
DigiCert's utilityoffered me that, or 1024 -bit. Many CAs will have a high-bitrequirement; make sure your
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CSR complies with whatthey need. Also notice that this is a Web server certificate we’re applying for; as we
wrote earlier, it's the only kind of certificate that will work.

Eventually, the CA will issue your certificate. Figure 2.6 shows where we went to download it. We chose to
download all certificates; we wanted to ensure we had a copy of the CA’s root certificate, in case we needed to
configure another machine to trust that root.

Tip: The trick with digital certificates is that the machine using them, and anymachines theywill be
presentedto,needto trustthe CA thatissued the certificate. That's why you download the CA root
certificate: soyou caninstall it on the machinesthatneed to trustthe CA. In a large environment, this can be
donevia Group Policy, if desired.

Common dca
CERTIFICATE
BUNDLE Name
ﬁ Gidigicert | Organization  Concentrated Technology, LLC
i I T

Las Vegas, NV, USA
Download

Order £ 00207342 Requested On  10-APR-2012 9:16 AM by Don Jones

Server OTHER
Platform
validity 10-APR-2012 to 15-APR-2013

Serial Number 0&FO0D76BY7EG24D46288D80D0C34021E
Thumbprint 3DDFESD560DCO6D23976B7DEASB7C7B0F3B21CD7

Figure 2.6: Downloading the issued certificate

Make sure you back up the certificate files! Even though most CAs will re-issue them as needed, it's far easier
to have a handy backup, even on a USB flash drive.

Installing the Certificate

Don’t try to double-click the certificate file to install it. Doing so will install it into your user account’s
certificate store; you need itin your computer’s certificate store instead. To install the certificate, open a new

Microsoft Management Console (mmc.exe), select Add/Remove Snap-ins, and add the Certificates snap-in, as
shown in figure 2.7.
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onsolel - [Console Root] ;Iglll

ﬁ il Add or Remove Sna s il]illl
@ * ‘You can select snap-ins for this console from those available on your computer and configure the selected set of snap-ins. For
enabled.

] Cor extensible snap-ins, you can configure which extensions are

Available snap-ins: Selected snap-ns:

| Snap-in | vendor = [ Console Root Edit Extensions. .. |

ﬁncﬁve Directory Do...  Microsoft Cor...

[ Active Directory Site.., Microsoft Cor... Remove |

: Active Directory Use... Microsoft Cor...

=] ActiveX Control Microsoft Cor... _| Mave Lp |
Z‘ADSI Edit i

Microsoft Car...
Auﬁ"lorlzahon Manager Microsoft Cor... Maye Down |
ificates Microsoft Cor... Add > |

= Component Services Microsoft Cor...
EﬁComputer Managem... Microsoft Cor...

HDevice Manager Microsoft Cor...
=4 Disk Management Microsoft and...
g_% DNS Microsoft Cor...
E Event Viewer Microsoft Cor...
| Folder Microsoft Cor... &I
Description:

The Certificates snap-in allows you to browse the contents of the certificate stores for yourself, a service, or a computer.,

| ' | ' |
Figure 2.7: Adding the Certificates snap-in to the MMC

As shown in figure 2.8, focus the snap-in on the Computer account.

Consolel - [Console Root]

=1oix|
x([l#x]

of snap-ins. For

This snap4n will always manage certificates for:

¥ e Edit Extensions. .. |
" Service account
% Computer account REMOVE |

Move g |
[Maye Do |

< Back I Nex = I Cancel |T

Figure 2.8: Focusing the Certificates snap-in on the Computer account

Next, as shown in figure 2.9, focus on the local computer. Of course, if you're installing a certificate onto a
remote computer, focus on that computer instead. This isa good way to get a certificate installed onto a GUI-
less Server Core installation of Windows, for example.

21



Secrets of PowerShell Remoting
http://PowerShell.org

Note: We wish we could show you a way to do all of this from within PowerShell. But we couldn’tfind one
that didn’tinvolve a jillion more, and more complex, steps. Since this hopefullyisn’'tsomething you’ll have to
do often, or automate alot, the GUI is easierand should suffice.

Consolel - [Console Root] ;Iglll
x| |51
X
of snap-ins. For
o ! ) .
Select the computer you want this snap-in to manage. —_—
| | —
This snap-n will always manage: Edit Extensions. .. N

% Local computer: fthe computer this console is running on)

Remove |
" Another computer: I Brawze... |

™ Allow the selected computer to be changed when launching from the command line. This IMave Up |

only applies if you save the console.
[Maye Do |

r a computer.,

<Back Firish Cancel |

Figure 2.9: Focusing the Certificates snap-in on the local computer

With the snap-in loaded, as shown in figure 2.10, right-click the “Personal” store and select “Import.”

= Consolel - [Console Root\Certificates (Local Computer)\Personal] - |EI|1|
[@ Fie Acion Vew Favores Window Hep | =18 |
B EEIEEIE

| Console Root T
= Certificates (Local Com
=

There are no items to show in this view. Personal -

| More Actions »

Find Certificates. ..

Request New Certificate...

New Window from Here Import. ..
New Taskpad View... Advanced Operations 3
| Remot
[ ] Certific R.eﬁestl"lust
| Smart1 B
[ Truster el

KN a3 | | &

|Contahsacﬁonsﬁ'\atmnbeperfbrmedonﬁ\eiban. |

Figure 2.10: Beginning the import process into the Personal store
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As shown in figure 2.11, browse to the certificate filethat you downloaded from your CA. Then, click Next.

Caution: If you downloaded multiple certificates — perhaps the CA's root certificates along with the one
issued to you — make sure you're importing the SSL certificate that was issued to you. If there’s any
confusion, STOP. Go backto your CA and download just YOUR certificate, so that you’ll know which one to
import. Don’texperiment, here — you need to get this right the first time.

~ RT=
[= x
& = JRED
% File to Import
= Spedify the file you want to import. I -
f
File name: More Actions >
C:\WUsers\Administrator \Downloads\AllCerts\certs\dea. ort Browse... I
Note: More than one certificate can be stored in a single file in the following formats:
Personal Information Exchange- PKCS #12 (.PFX,.P12)
Cryptographic Message Syntax Standard- PKCS #7 Certificates (.P7E)
Microsoft Serialized Certificate Store (,S5T)
Learn more about certificate file formats
< Back Next = Cancel |
J _r [ b

Figure 2.11: Selecting the newly-issued SSL certificate file

As shown in figure 2.12, ensure that the certificate will be placed into the Personal store.
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= Consple] - =101 |
E Certificate Import Wizard =l | (3] x|
g Certificate Store
—| Certificate stores are system areas where certificates are kept.

g | Actions

f

Windows can automatically select a certificate store, or you can spedfy a location for More Actions »

the certificate.
" Automatically select the certificate store based on the type of certificate
1+ Place all certificates in the following store
Certificate store:

Personal Browse... |

Learn more about certificate stores

< Back MNext = Cancel |

N —- |
| | |

Figure 2.12: Be sure to place the certificate into the Personal store, which should be pre-selected.

As shown in figure 2.13, double-click the certificate to open it. Or, right-click and select Open. Do not select
Properties - that won’t get you the information you need.

= Consolel - [Console Root\Certificates {Local Computer)\Personal\Certificates] - IEllll
@ Fle Acton View Favorites Window Help |_|5|5|
e (24 [XE = HE
| Console Root
= Certificates (Local Com
= || Personal
| Certificates - More Actions
|| Trusted Root Certi All Tasks ¥
|| Enterprise Trust cut
(B Intermediate Certil T Moare Actions »
|| Trusted Publishers Delete
| Untrusted Certifica -
|| Third-Party Root C Properties Q
|| Trusted People -
|| Remote Desktop Help
|| certificate Enrolime
|| Smart Card Trustec
|| Trusted Devices
N e | N
|Dpensﬂ’1eproperﬁesdalogboxforﬂweunentselecﬁon. | |

Figure 2.13: Double-click the certificate, or right-click and select Open

Finally, as shown in figure 2.14, select the certificate’s thumbprint. You'll need to either write this down, or
copy itto your Clipboard. This is how WinRM will identify the certificate you want to use.
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Note: It's possible to listyour certificate in PowerShell’s CERT: drive, which will make the thumbprinta bit
easierto copy to the Clipboard. In PowerShell,run Dir CERT:\LocalMachine\My and read carefullyto
make sure you selectthe rightcertificate. If the entire thumbprintisn’tdisplayed, run Dir
CERT:\LocalMachine\My | FL * instead.

=T
= —lelx|

Show: I <All= j | Expira {
h Assurance CA-3 4/15/2 g
E=2 | ki |:I Maore Actions
E Enhanced Key Usage Server Authentication (1.3.6....
E CRL Distribution Points [1]CRL Distribution Point: Distr...
E Certificate Polices [1]Certificate Policy:Policy Ide...
] ) ] More Actions »
E Authority Information Access  [1]Authority Info Access: Acc...
E Key Usage Digital Signature, Key Endpher...
E Basic Constraints Subject Type=End Entity, Pat...
I:Thumbprint algorithm shal

Thumbprint 3ddfe5d560dc96d239 76 ...

3d df =5 d5 60 dc 96 d2 39 76 b7 db ab b7
c? 80 £3 b2 1z d7

EditProperﬁes...l Copy to File... |

Learn more about certificate details

r [ o 1] |

Figure 2.14: Obtaining the certificate’ s thumbprint

Setting up the HTTPS Listener

These next steps will be accomplished in the Cmd.exe shell, not in PowerShell. The command-line utility’s
syntax requires significant tweaking and escaping in PowerShell, and it's alot easier to type and understand
in the older Cmd.exe shell (which is where the utility has to run anyway; running it in PowerShell would just

launch Cmd.exe behind the scenes).

As shown in figure 2.15, run the following command:
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[ Administrator: Command Prompt

C:v>winem create winemsconfigslistener?Address=+*+Transport=HTTPS E{Hustname="dca=
";CertificateThumbprint="3DDFESD56BDC?6D23276B7D6ASBYCYEBF3B21CD7 "> l
ResourceCreated
ddress = http:-/“schemas.xmlsoap.orgsus /200408 vaddressing~rolesanonymous
ReferenceParameters
ResourcellRI = http:~~“schemas.microsoft.comnsubensusman-1/config-/listener
SelectorSet
Selector: Address = *. Transport = HITPS

Figure 2.15: Setting up the HTTPS WinRM listener

Winrm create winrm/config/Listener?Address=*+Transport=HTTPS
@{Hostname="xxx"; CertificateThumbprint="yyy"}

There are two or three pieces of information you’ll need to place into this command:

* Inplace of *, you can putan individual IP address.Using * will have the listener listen to all local IP
addresses.

« Inplace of xxx, putthe exact computer name that the certificate was issuedto. If thatincludes a domain
name (such as dc01.ad2008r2.loc), put that. Whatever’s in the certificate must go here, or you’ll geta CN
mismatch error. Our certificate was issued to “dca,” soI put “dca.”

* Inplace of yyy, putthe exact certificate thumbprint that you copied earlier. It’s okay if this contains spaces.
That's all you should need to do in order to get the listener working.
Note: We had the Windows Firewall disabled on this server,sowe didn’tneed to create an exception. The

exception isn’tcreated automatically, so if you have any firewall enabled on your computer, you’ll need to
manuallycreate the exception for port 5986.

You can also run an equivalent PowerShell command to accomplish this task:

New-WSManInstance winrm/config/Listener -SelectorSet @{Address='*';
Transport="HTTPS'} -ValueSet @{HostName='xxx';CertificateThumbprint="yyy'}

In that example, “xxx” and “yyy” get replaced just as they did in the previous example.

Testing the HTTPS Listener

I tested this from the standalone C3925954503 computer, attempting to reach the DCA domain controller in
COMPANY.loc. I configured €C3925954503 with a HOSTS file, so that it could resolve the hostname DCA to the
correct IP address without needing DNS. [ was sure to run:

i Ipconfig /flushdns

This ensured that the HOSTS file was read into the DNS name cache. The results are in figure 2.16. Note that I
can’t access DCA by using its IP address directly, because the SSL certificate doesn’t contain an IP address.
The SSL certificate was issued to “dca,” so we need to be able to access the computer by typing “dca” as the
computer name. Using the HOSTS file will let Windows resolve that to an IP address.
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Note: Remember, there are two things going on here: Windows needs to be able to resolve the nametoan
IP address, whichis whatthe HOSTS file accomplishes, in orderto make a physical connection. But WinRM
needs mutual authentication, which means whatever we typed into the —ComputerName parameter needs to
match what's in the SSL certificate. That's why we couldn’tjustprovide an IP address to the command —it
would have worked for the connection, but not the authentication.

Windows Powershell
yn -ComputerName DCA

> Enter- =ion -ComputerMame DCA -Credential COMPANY‘\Administrator

(A -Credential COMPANY\Administrator -UseSsL
nts

Figure 2.16: Testing the HTTPS listener

We started with this:

Enter-PSSession -computerName DCA

It didn’t work - which I expected. Then we tried this:

i Enter-PSSession -computerName DCA -credential COMPANY\Administrator

We provided a valid password for the Administrator account, but as expected the command didn’t work.
Finally:

i Enter-PSSession -computerName DCA -credential COMPANY\Administrator -UseSSL

Again providing a valid password, we were rewarded with the remote prompt we expected. It worked! This
fulfills the two conditions we specified earlier: We're using an HTTPS-secured connection and providing a
credential. Both conditions are required because the computer isn’tin my domain (since in this case the
source computer isn’t even in a domain). As a refresher, figure 2.17 shows, in green, the connection we
created and used.

27



Secrets of PowerShell Remoting
http://PowerShell.org

DCA

10.160.39.145/16
Win2008R2

C8956784402
(alias: CLIENTA)
10.160.92.120/16

Win7
2-Way
Forest Trust
COMPANY.loc Domain/
Forest

DCo1

10.160.201.3/16 €3925954503
Win2008R2 10.160.123.220/16

Win2008R2

C3096161287
alias: CLIENT1
10.160.60.247/16
Win7

AD2008R2.loc Domain/
C2108222963

Forest | alias: MEMBER1

10.160.185.109/16
Win2008R2

Figure 2.17: The connection used for the HTTPS listener test

Modifications

There are two modifications you can make to a connection, whether using Invoke-Command, Enter-
PSSession, or some other Remoting command, which relate to HTTPS listeners. These are created as part of a
session option object.

» -SkipCACheck causes WinRM to not worry aboutwhether the SSL certificate was issued by a trusted CA or
not. However, untrusted CAs may in fact be untrustworthy! A poor CA might issue a certificate toa bogus
computer, leading youto believe you’re connecting to the right machine when in fact you’re connecting to
an imposter. This is risky, so use it with caution.

e -SkipCNCheck causes WinRM to notworry about whether the SSL certificate on the remote machine was
actually issued for that machine or not. Again, this is a great way to find yourself connected to an imposter.
Half the point of SSL is mutual authentication, and this parameter disables that half.
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Using either or both of these options will still enable SSL encryption on the connection - but you’ll have
defeated the other essential purpose of SSL, which is mutual authentication by means of a trusted

intermediate authority.

To create and use a session object that includes both of these parameters:

$option = New-PSSessionOption -SkipCACheck -SkipCNCheck
Enter-PSSession -computerName DCA -sessionOption $option
-credential COMPANY\Administrator -useSSL

Caution: Yes, this is an easy wayto make annoying error messages go away. But those errors are trying to
warn you of a potential problem and protectyou from potential security risks thatare very real,and which
are very muchinuse by modern attackers.

Certificate Authentication

Once you have an HTTPS listener set up, you have the option of authenticating with Certificates. This allows
you to connect to remote computers, even those in an untrusted domain or workgroup, without requiring
either user input or a saved password. This may come in handy when scheduling a task to run a PowerShell
script, for example.

In Certificate Authentication, the client holds a certificate with a private key, and the remote computer maps
that certificate’s public key to alocal Windows account. WinRM requires a certificate which has "Client
Authentication (1.3.6.1.5.5.7.3.2)" listed in the Enhanced Key Usage attribute, and which has a User Principal
Name listed in the Subject Alternative Name attribute. If you're using a Microsoft Enterprise Certification
Authority, the "User" certificate template meets these requirements.

Obtaining a certificate for client authentication

These instructions assume that you have a Microsoft Enterprise CA. If you are using a different method of
certificate enrollment, follow the instructions provided by your vendor or CA administrator.

On your client computer, perform the following steps:

e Run certmgr.msc to open the "Certificates - Current User" console.
Right click on the "Personal” node, and select All Tasks -> Request New Certificate...
In the Certificate Enrollment dialog, click Next. Highlight "Active Directory Enrollment Policy", and
click Next again. Select the User template, and click Enroll.
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Request Certificates

You can request the following types of certificates. Select the certificates you want to request, and then
click Enraoll.

Active Directory Enrollment Policy

[ ] Administrator kp STATUS: Available Details v

[ ]Basic EF5 k@ STATUS: Available Details »

[ ] EFS Recovery Agent kp STATUS: Available Details v
User kp STATUS: Available Details v

[ User 2008 kp STATUS: Available Details +

[]5how all templates
Learn more about certificates

Figure 2.18: Requesting a User certificate.

After the Enrollment process is complete and you're back at the Certificates console, you should now see the
new certificate in the Personal\Certificates folder:

= x

File Action View Help

' TYEE IR =

Eﬁ‘ Certificates - Current User lssued T:J lssued By Expiration Date  Intended Purposes Friendly Name Status  Certificate Template
«O ;’i‘:’”a;_ . Dave Wyatt  testdomain-WIN2012VM-CA  8/25/2014 Encrypting File Syst.. <None> User
ertificates

Figure 2.19: The user’ sinstalled Client Authentication certificate.

Before closing the Certificates console, right-click on the new certificate, and choose All Tasks -> Export. In
the screens that follow, choose "do not export the private key", and save the certificate to a file on disk. Copy
the exported certificate to the remote computer, for use in the next steps.

Configuring the remote computer to allow Certificate Authentication

On the remote computer, run the PowerShell console as Administrator, and enter the following command to
enable Certificate authentication:

Set-Item -Path WSMan:\localhost\Service\Auth\Certificate -Value $true
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Importing the client's certificate on the remote computer

The client's certificate must be added to the machine "Trusted People" certificate store. Todo this, perform
the following steps to open the "Certificates (Local Computer)" console:

e Run "mmc".

e  From the File menu, choose "Add/Remove Snap-in."

e Highlight "Certificates", and click the Add button.

e  Select the "Computer Account” option, and click Next.

e Select "Local Computer”, and click Finish, then click OK.

Note: This is the same process you followed in the "Installing the Certificate" section under Setting up and
HTTPS Listener.Referto figures 2.7, 2.8 and 2.9 if needed.

In the Certificates (Local Computer) console, right-click the "Trusted People" store, and select All Tasks ->
Import.

= Consolel - [Console Root\Certificates (Local Computer)\Trusted People

File  Acton View Favorites Window Help

&= |5Eal=dE

| Console Root Object Type
=l @ Certificates (Local Computer)

| Personal

| Trusted Root Certification Auth
| Enterprise Trust

| Intermediate Certification Auth
| Trusted Publishers

~| Untrusted Certificates

| Third-Party Root Certification £
—- WSS Find Certificates. .. |
| Certificate Enr

| Smart Card Tr. EGIREE » Find Certificates...

| Trusted Device

HEHMHMBBEBNBKBKEEKE

View g Import...
Mew Window from Here

Mew Taskpad View...

Refresh
Export List...

Help

Figure 2.20: Starting the Certificate Import process.

Click Next, and Browse to the location where you copied the user's certificate file.
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Certificate Import Wizard

Ci\WUsers\Administrator \Downloads \DaveWyatt. cer |

Figure 2.21: Selecting the user's certificate.

Ensure that the certificate is placed into the Trusted People store:
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Certificate Import Wizard x|

Certificate Store
Certificate stores are system areas where certificates are kept.

Windows can automatically select a certificate store, or you can spedfy a location for
the certificate.

i~ Automatically select the certificate store bazed on the type of certificate
% Place all certificates in the following store

Certificate store:

Trusted People Browse... |

Learn mare about cerfificate stores

< Back I Mext = I Cancel |

Figure 2.22: Placing the certificate into the Trusted People store.

Creating a Client Certificate mapping on the remote computer

Open a PowerShell console as Administrator on the remote computer. For this next step, you will require the
Certificate Thumbprint of the CA that issued the client's certificate. You should be able to find this by issuing
one of the following two commands (depending on whether the CA's certificate islocated in the "Trusted
Root Certification Authorities” or the "Intermediate Certification Authorities" store):

Get-ChildItem -Path cert:\LocalMachine\Root
Get-ChildItem -Path cert:\LocalMachine\CA

& Administrator: Windows Powershell

PS C:~> Get-ChildItem —Path cert:“LocalMachine~Root ! Where-Object { $_.Subject —like *=Win2812UMx’ >

Directory: Microsoft.PowerShell.Security~Certificate::LocalMachine“Root

Thumbprint Subject
1828EECCBCFADCAECDAZ4CAYE?7FE84377AZBABE CN=testdomain—-WIN2B12UM-CA,. DC=testdomain, DC=local

Figure 2.23: Obtaining the CA certificate thumbprint.

Once you have the thumbprint, issue the following command to create the certificate mapping:
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New-Item -Path WSMan:\localhost\ClientCertificate -Credential (Get-Credential) -Subject
<userPrincipalName> -URI * -Issuer <CA Thumbprint> -Force

When prompted for credentials, enter the username and password of a local account with Administrator
rights.

Note: It is not possible to specifythe credentials ofa domain accountfor certificate mapping, evenif the
remote computeris amemberofa domain. You mustuse alocal account, and the accountmustbe a
member ofthe Administrators group.

X Administrator: Windows PowerShell

PS C:x> Mew—Item —Path WS5Man:“localhostsClientCertificate —Credential (Get—-Credential> —Subject dluyattPtestdomain. localu
—URI #* —Issuer 1B28EECCBCFADCAECDA?4CA?E?7FE884377A2ZBABE -Force

cmdlet Get—Credential at command pipeline position 1
Supply values for the following parameters:

Windows PowerShell Credential Re 21xl

Credential

Enter your credentials.

User name: [€ winz00svmadministrator 7] -]

Password: |uuuuu

Figure 2.24: Setting up the client certificate mapping.

Connecting to the remote computer using Certificate Authentication

Now, you should be all set to authenticate to the remote computer using your certificate. For this step, you
will need the thumbprint of the client authentication certificate. To obtain this, you can run the following
command on the client computer:

i Get-ChildItem -Path Cert:\CurrentUser\My

Once you have this thumbprint, you can authenticate to the remote computer by using either the Invoke-
Command or New-PSSession cmdlets with the -CertificateThumbprint parameter, as shown in figure 2.25.

Note: The Enter-PSSession cmdletdoes notappearto work with the -CertificateThumbprintparameter. If
you wantto enter an interactive remoting session with certificate authentication, use New-PSSession first,
and then Enter-PSSession.

Note: The -UseSSL switch is implied when you use -Certificate Thumbprintin either of these commands.
Even if you don'ttype -UseSSL, you're still connecting to the remote computer over HTTPS (port 5986, by
default, on Windows 7/ 2008 R2 or later). Figure 2.26 demonstrates this.
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Windows PowerShell

Directory:

Thumbprint

6CBC202E4348423C7 ; gmail.com, CN=Dave Wyatt, OU=UserAccounts, D
mand -ComputerName win2008vm -ScriptBlock { whoami } -CertificateThumbprint 6CBC202E4348423C 1215662
rator

MNew-P on -ComputerName win2008vm -CertiticateThumbprint 6C8C202E4348423C7AG1215662B6AAEGABE4282]

Enter-P55

1=tname

Windows PowerShell
1on = New-P55ession -ComputerMame winZ008vm -CertiticateThumbprint 6CBC202E4348423 61215662

=tem. Met. Dns] : :GetHostEntr

Figure 2.26: Demonstrating that the connection is over SSL port 5986, even without the -UseSSL
switch.

Modifying the TrustedHosts List

As I mentioned earlier, using SSL is only one option for connecting to a computer for which mutual
authentication isn’t possible. The other option is to selectively disable the need for mutual authentication by
providing your computer with a listof “trusted hosts.” In other words, you're telling your computer, “IfI try to
access SERVER1 [for example], don’t bother mutually authenticating. I know that SERVER1 can’t possibly be
spoofed or impersonated, so I'm taking that burden off of your shoulders.”

Figure 2.27 illustrates the connection we'll be attempting.
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DCA

10.160.39.145/16
Win2008R2

C8956784402
(alias: CLIENTA)
10.160.92.120/16

Win7
2-Way
Forest Trust
COMPANY.loc Domai
Forest

DCo1

10.160.201.3/16 €3925954503
Win2008R2 10.160.123.220/16

Win2008R2

C3096161287
alias: CLIENT1
10.160.60.247/16
Win7

AD2008R2.loc Domain/
C2108222963

Forest | alias: MEMBER1

10.160.185.109/16
Win2008R2

Figure 2.27: The TrustedHosts connection test
Beginning on CLIENTA, with a completely default Remoting configuration, we’ll attempt to connect to
3925954503, which also has a completely default Remoting configuration. Figure 2.28 shows the result.

Note that I'm connecting via IP address, rather than hostname; our client has no way of resolving the
computer’s name to an IP address, and for this test we’d rather not modify my local HOSTS file.
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0l
PS C:\> enter-pssession -ComputerName 10.160.123.220 -Credential C3925954503\AdmB
inistrator =

Figure 2.28: Attempting to connect to the remote computer

This is what we expected: The error message is clear that we can’t use an IP address (or a host name for a
non-domain computer, although the error doesn’t say so) unless we either use HTTPS and a credential, or add
the computer to my TrustedHosts list and use a credential. We’'ll choose the latter this time; figure 2.29 shows
the command we need to run. If we’d wanted to connect via the computer’s name (C3925954503) instead of
its IP address, we’d have added that computer name to the TrustedHosts list (It'd be our responsibility to
ensure my computer could somehow resolve that computer name to an IP address to make the physical
connection).

lx

‘
IPS C:\> Set-Item -Path wSMan:\localhost\Client\TrustedHosts -Value ‘10.160.123.EE
120"

WinRM Security Configuration. ) ) )

This command modifies the TrustedHosts list for the WinRM client. The computers

| in the TrustedHosts 1list might not be authenticated. The client might send

lcredential information to these computers. Are you sure that you want to modify
this 1ist?
] Y [N] No [S] Suspend [?] Help (default 1is "Y"): y

Figure 2.29: Adding the remote machine to our TrustedHosts list

This is another case where many blogs will advise just putting “*” in the TrustedHosts list. Really? There’s no
chance any computer, ever, anywhere, could be impersonated or spoofed? We prefer adding a limited,
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controlled set of host names or IP addresses. Use a comma-separated list; it's okay to use wildcards along
with some other characters (like a domain name, such as *.COMPANY.loc), to allow a wide, but not unlimi ted,
range of hosts. Figure 2.30 shows the successful connection.

Tip: Use the —Concatenate parameter of Set-ltem to add your new value to any existing ones, rather than
overwriting them.

‘ x
jPS C:\> Set-Item -Path wSMan:\localhost\Client\TrustedHosts -value "'10.160.123. E
120"

WinRM Security Configuration.

This command modifies the TrustedHosts Tist for the WinRM client. The computers
H in the TrustedHosts Tist might not be authenticated. The client might send
Icrﬁden%ja] information to these computers. Are you sure that you want to modify
this 1i1st?

[Y] Yes [N] No [S] Suspend [?] Help (default is "Y"): y

PS C:\> enter-pssession -ComputerName 10.160.123.220 -Credential €3925954503\Adm
inistrator

[10.160.123.220]: PS C:\Users\Administrator\Documents:>

Figure 2.30: Connecting to the remote computer

Managing the TrustedHosts listis probably the easiest way to connect to a computer that can’t offer mutual
authentication, provided you're absolutely certain that spoofing or impersonation isn’t a possibility. On an

intranet, for example, where you already exercise good security practices, impersonation may be a remote

chance, and you can add an IP address range or host name range using wildcards.

Connecting Across Domains

Figure 2.31 illustrates the next connection we’ll try to make, which is between two computers in different,
trusted and trusting, forests.
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DCA

10.160.39.145/16
Win2008R2

C8956784402
(alias: CLIENTA)
10.160.92.120/16

Win7
2-Way
Forest Trust
COMPANY.loc
Fores
DCo1
10.160.201. 3925954503
i 10.160.123.220/16
Win2008R2

C3096161287
alias: CLIENT1
10.160.60.247/16
Win7

AD2008R2.loc Domain/

- 2108222963
Forest .| alias: MEMBER1
10.160.185.109/16
Win2008R2

Figure 2.31: Connection for the cross-domain test
Our first test is in figure 2.32. Notice that we're creating areusable credential in the variable $cred, so that we

don’t keep having to re-type the password as we try this. However, the results of the Remoting test still aren’t
successful.
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:\> $cred = Get-Credential -Credential AD2008R2\Administrator
PS C:\> Enter-PSSession -ComputerName memberl -Credential $cred

PS C:\> Enter-PSSession -ComputerName memberl.ad2008r2.loc -Credential $cred

Figure 2.32: Attempting to connect to the remote computer

The problem? We're using a CNAME alias (MEMBER1), not the computer’s real host name (C2108222963).
While WinRM can use a CNAME to resolve a name to an IP address for the physical connection, it can’t use the
CNAME alias to look the computer up in AD, because AD doesn’t use the CNAME record (even in an AD-
integrated DNS zone). As shown in figure 2.33, the solution is to use the computer’s real host name.

inistrator: Windows PowerShell =181 x|
PS C:\> Enter-PSSession -ComputerName C2108222963.AD2008R2.7Toc -Credential $credE

[€2108222963.AD2008R2.70c]: PS C:\Users\Administrator.AD2008R2\Documents:>

Figure 2.33: Successfully connecting across domains

What ifyou need to use an IP address or CNAME alias to connect? Then you’ll have to fall back to the
TrustedHosts list or an HTTPS listener, exactly as ifyou were connecting to a non-domain computer.
Essentially, if you can’t use the computer’s real host name, as listed in AD, then you can’t rely on the domain
to shortcut the whole authentication process.
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Administrators from Other Domains

There’s a quirk in Windows that tends to strip the Administrator account token for administrator accounts
coming in from other domains, meaning they end up running under standard user privileges — which often
isn’t sufficient. In the target domain, you need to change that behavior.

To do so, run this on the target computer (type this all in one line and then hit Enter):

New-ItemProperty -Name LocalAccountTokenFilterPolicy
-Path HKLM: \SOFTWARE\Microsoft\Windows\CurrentVersion\
Policies\System -PropertyType Dword -Value 1

That should fix the problem. Note that this does disable User Account Control (UAC) on the machine where
you ran it, so make sure that's okay with you before doing so.

The Second Hop

One default limitation with Remoting is often referred to as the second hop. Figure 2.25 illustrates the basic
problem: You can make a Remoting connection from one host to another (the green line), but going from that
second host to a third (the red line) is simply disallowed. This “second hop” doesn’t work because, by default,
Remoting can’t delegate your credential asecond time. Thisis even a problem ifyou make the first hop and
subsequently try to access any network resource that requires authentication. For example, ifyou remote into
another computer, and then ask that computer to access something on an authenticated file share, the
operation fails.

The following configuration changes are needed to enable the second hop:

Note: This only works on Windows Vista, Windows Server 2008, and later versions of Windows. It won’t
work on Windows XP or Windows Server 2003 or earlier versions.

»  CredSSP must be enabled onyour originating computer and the intermediate server you connectto. In
PowerShell, on your originating computer, run:

i Set-Item WSMAN:\localhost\client\auth\credssp -value $true

« On yourintermediate server(s), you make a similar changeto the above, butin a different section of the
configuration:

Set-Item WSMAN:\localhost\service\auth\credssp -value $true

*  Your domain policy must permit delegation of fresh credentials. In a Group Policy object (GPO), this is
found in Computer Configuration > Policies > Administrative Templates > System > Credential Delegation
> Allow Delegation of Fresh Credentials. You must provide the names of the machines to which credentials
may be delegated, or specify a wildcard like “*.ad2008r2.loc” to allow an entire domain. Be sure to allow
time for the updated GPO to apply, or run Gpupdate on the originating computer (or reboot it).

Note: Once again, the name you provide here is important. Whatever you’ll actually be typing for the —
computerName parameteris whatmustappear here. This makes itreallytoughto delegate credentials to,
say, IP addresses, withoutjustadding “*” as an allowed delegate. Adding “*,” of course, means you can
delegate to ANY computer,whichis potentiallydangerous, as itmakes iteasier for an attacker to
impersonate amachine and gethold of your super-privileged Domain Admin account!

*  Whenrunning a Remoting command, youmust specify the “-Authentication CredSSP” parameter. You must
also use the —Credential parameter and supply a valid DOMAIN\Usemame (you’ll be prompted for the
password)— even if it’s the same username that youused to open PowerShell in the first place.
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After setting the above, we were able to use Enter-PSSession to go from our domain controller to my member
server, and then use Invoke-Command to run a command on a client computer - the connection illustrated in

figure 2.34.
DCA

10.160.39.145/16
Win2008R2

CB8956784402
(alias: CLIENTA)
10.160.92.120/16

Win7
2-Way
Forest Trust
COMPANY.loc Domain/
Forest
DCO1
10.160.201.3/16 C3925954503
Win2008R2 10.160.123.220/16
Win2008R2
C3096161287
alias: CLIENT1
10.160.60.247/16
Win7
C2108222963

alias: MEMBER1
10.160.185.109/16
Win2008R2

Figure 2.34: The connections for the second-hop test

Seem tedious and time-consuming to make all of those changes? There’s a faster way. On the originating
computer, run this:

i Enable-WSManCredSSP -Role Client -Delegate name

Where “name” is the name of the computers that you plan to remote to next. This can be a wildcard, like*, or
a partial wildcard, like *.AD2008R2.loc. Then, on the intermediate computer (the one to which you will
delegate your credentials), run this:

i Enable-WSManCredSSP -Role Server

42



Secrets of PowerShell Remoting
http://PowerShell.org

Between them, these two commands will accomplish almost all of the configuration points we listed earlier.
The only exception is that they will modify your local policy to permit fresh credential delegation, rather than
modifying domain policy via a GPO. You can choose to modify the domain policy yourself, using the GPMC, to

make that particular setting more universal.
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Working with Endpoints

(aka Session Configurations)

As you learned at the beginning of this guide, Remoting is designed to work with multiple different endpoints
on a computer. In PowerShell terminology, each endpoint isa session configuration, or just a configuration.
Each can be configured to offer specific services and capabilities, as well as having specific restrictions and
limitations.

Connecting to a Different Endpoint

When you use a command like Invoke-Command or Enter-PSSession, you normally connect to a remote
computer’s default endpoint. That's what we’ve done up to now. But you can see the other enabled endpoints
by running Get-PSSessionConfiguration, as shown in figure 3.1.

: microsoft.powershell
r (%]
StartupScript :
RunAsUser :
Permission : BUILTIM\Administrators AccessAllowed

: microsoft.powershell workflow

StartupScript :
RunAsUser 3
Permission : BUILTIN\Administrators AccessAllowed

: microsoft.powershell32
: 3.0

RunAsUser :
Permission : BUILTIN\Administrators AccessAllowed

: microsoft.ServerManager
SVersion : 2.0
StartupScript :
RunAsUser 3
Permission : BUILTIN\Administrators AccessAllowed

Figure 3.1: Listing the installed endpoints

Note: As we pointed outin an earlier chapter, every computer will show differentdefaults endpoints. Our
output was from a Windows Server 2008 R2 computer, which has fewer default endpoints than, say, a
Windows 2012 computer.

Each endpoint has a name, such as “Microsoft.PowerShell” or “Microsoft.PowerShell32.” To connect to a

specific endpoint, add the -ConfigurationName parameter to your Remoting command, as shown in Figure
3.2.
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= Administrator: Windows PowerShell (3)

PS C:\> Enter-PSSession -ComputerName DC@1 -ConfigurationName soft.powershell32’
[DCB1]: PS C:\Users\Administrator\Documents>

Figure 3.2: Connecting to a specific configuration (endpoint) by name

Creating a Custom Endpoint
There are a number of reasons to create a custom endpoint (or configuration):

*  You can have scripts and modules auto-load whenever someone connects.
* You can specify a security descriptor (SDDL) thatdetermines who is allowed to connect.

* You can specify an alternate account that will be used to run all commands within the endpoint— as opposed
to using the credentials of the connected users.

*  You can limit the commands that are available to connected users, thus restricting their capabilities.

There are two steps in setting up an endpoint: Creating a session configuration file which will define the
endpoints capabilities, and then registering that file, which enables the endpoint and defines its
configurations. Figure 3.3 shows the help for the New-PSSessionConfigurationFile command, which
accomplishes the first of these two steps.
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= Administrator: Windows PowerShell (3)

NAME
New-PSSessionConfigurationFile

SYNOPSIS
Creates a file that defines a session configuration

SYNTAX
New-PSSessionConfigurationFile [-Path] <String> [-AliasDefinitions <Hashtable[]>]
[-AssembliesToload <String[]>] [-Author <String>] [-CompanyMame <String>] [-Copyright
<String>] [-Description <String>] [-EnvironmentVariables <Object>] [-ExecutionPolicy
<ExecutionPolicy>] [-FormatsToProcess <String[]>] [-FunctionDefinitions <Hashtable[]>] [-Guid
<Guid>] [-LanguageMode <PSLanguageMode>] [-ModulesToImport <Object[]>] [-PowerShellVersion
<Version>] [-SchemaVersion <Version>] [-ScriptsToProcess <String[]>] [-SessionType

s
String[]>] [-VariableDefinitions <Object>] [-VisibleAliases
[-v

tring[]>] [-VisibleFunctions <String[]>] isibleProviders

>]

DESCRIPTION
The New-PSSessionConfigurationFile cmdlet creates a file of settings that define a session
configuration and the environment of sessions that are created by using the session
configuration. To use the file in a session configuration, use the Path parameters of the
Register-PSSessionConfiguration or Set-PSSessionConfiguration cmdlets.

The session configuration file that New-PSSessionConfigurationFile creates is a human-readable
text file that contains a hash table of the session configuration properties and values. The
-- More --

Figure 3.3: The New-PSSessionConfigurationFile command

Here’s some of what the command allows you to specify (review the help file yourself for the other
parameters):

« -Path: The only mandatory parameter, this is the path and filename for the configuration file you’ll create.
Name it whatever you like, and usea .PSSC filename extension.

« -AliasDefinitions: This is a hash table of aliases and their definitions. For example,
@{Name='d';Definition='Get-ChildItem';Options='ReadOnly'} would define the alias d. Use a
comma-separated list of these hash tables to define multiple aliases.

e -EnvironmentVariables: A single hashtable of environment variables to load into the endpoint:
@{'MyVar'="\\SERVER\Share'; 'MyOtherVar'='SomethingElse"'}

+ -BxecutionPolicy: Defaults to Restricted if you don’t specify something else; use Unrestricted, AllSigned, or
RemoteSigned. This sets the script execution policy for the endpoint.

+ -FormatsToProcess and —TypesToProcess:Each of these is a comma-separated list of path and filenames to
load. The first specifies .format.ps1xml files that contain view definitions, while the second specifies a
pslxml file for PowerShell’s Extensible Type System (ETS).

« -FunctionDefinitions: A comma-separated list of hash tables, each of which defines a function to appear
within the endpoint. For example, @{Name='MoreDir';Options='ReadOnly';Value={ Dir | more
1}

+ -LanguageMode: The mode for PowerShell’s script language. “FullLanguage” and “NoLanguage” are
options; the latter permits only functions and cmdlets to run. There’s also “RestrictedLanguage” which
allows a very small subset ofthe scripting language to work — see the help for details.

* -ModulesTolmport: A comma-separated list of module names to load into the endpoint. You can also use
hash tables to specify specific module versions; read the command’s full help for details.

* -PowerShellVersion: ‘2.0’ or ‘3.0, specifying the version of PowerShell you want the endpointto use. 2.0
can only be specified if PowerShell v2is independently installed on the computer hosting the endpoint
(installing v3 “on top of” v2 allows v2 to continue to exist).

«  -ScriptsToProcess: A comma-separated list of path and file names of scripts to run when a userconnects to
the endpoint. You can use this to customize the endpoint’s runspace, define functions, load modules, or do
anything else a script can do. However, in order to run, the script execution policy must permit the script.
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e -SessionType: “Empty” loads nothing by default, leaving it up to you to load whatever you like via script or
the parameters of this command. “Default” loads the normal PowerShell core extensions, plus whatever else

you’ve specified via parameter. “RestrictedRemoteServer” adds a fixed list of seven commands, plus
whatever you’ve specified; see the help for details on what’s loaded.

Caution: Some commands are important— like Exit-PSSession, which enables someone to cleanlyexit an
interactive Remoting session. RestrictedRemoteServer loads these, but Empty does not.

+ -VisibleAliases, -VisibleCmdlets, —VisibleFunctions, and -VisibleProviders: These comma-separated lists
define which of'the aliases, cmdlets, functions, and PSProviders you’ve loaded will actually be visible to the

endpointuser. These enable you to load an entire module, butthen only expose one or two commands, if
desired.

Note: You can’tuse a custom endpointalone to control which parameters a userwill have access to. If you
need that level of control, one optionis to dive into .NET Framework programming, which does allow you to
create a more fine-grained remote configuration. That's beyond the scope of this guide. You could also
create a custom endpointthat only included proxy functions, another way of “wrapping” built-in commands
and adding or removing parameters —butthat's also beyond the scope ofthis guide.

Once you've created the configuration file, you're ready to register it. This is done with the Register-
PSSessionConfiguration command, as shown in figure 3.4.

B Administrator: Windows PowerShell (3)

Register-PSSessionConfiguration

SYNOPSIS
Creates and registers a new session configuration.

<SwitchParame
c <Double>]
[ odulEsToImport [] ] [- HDHFIV1CFRP>tart [ Hw1tchPa|amPt ] [-ProcessorArchitecture

<String>] [-PSVersion <Vevsiun3] [-RunAsCredential <PSCredential>] [- SP(urltyDPs(rlptoerdl
<String>] [-SessionType <PSSessionType>] [ ssionTypeOption <PSS onTypeOption>]
[-ShowSecurityDescriptorUI [<SwitchParameter>]] [-StartupScript <String>]
[-ThreadApartmentState <ApartmentState>] [-ThreadOptions <PSThreadOptions>] [-TransportOption
<PSTransportOption>] [-UseSharedProcess [<SwitchParameter>]] [-Confirm [<SwitchParameter>]]
[-WhatIf vitchParameter>]] [<CommonParameters>]

Registe S P>>1on(onf10urat10n [-Name] <String> [- mblyMame] <String>
[-ConfigurationT lame] < ing> [-AccessMode < onConfigurationAccessMode>]
[-ApplicationBase <Str 1nﬂ>] [-Force [<SwitchParameter>]] [-MaximumReceivedDataSizePerCommandMB

[- HaxlmumRPc91VPdﬂh1Pct eMB <Doubli P>] [ HDdulPsTDImpDI String[]>]

: < 1nﬁ>] [-PSVersion
dd1l <String>]
sionTypeOption SessionTyp )ptiunb] [*ShDWSE(UPi vDescPiptorUI [ witchParameters>]]
[-StartupScript <String>] [-ThreadApartmentState <ApartmentState>] [-ThreadOptions
-- More --

Figure 3.4: The Register-PSSessionConfiguration command

As you can see, there’s a lot going on with this command. Some of the more interesting parameters include:

* -RunAsCredential: This lets you specify a credential that will be used to run all commands within the

endpoint. Providing this credential enables users to connect and run commands that they normally wouldn’t
have permission to run; by limiting the available commands (via the session configuration file), you can
restrict what users can do with this elevated privilege.

-SecurityDescriptorSddl: This lets you specify who can connectto the endpoint. The specifier language is
complex; consider using —ShowSecurityDescriptorUl instead, which shows a graphical dialog box to setthe
endpoint permissions.
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«  -StartupScript: This specifies a script to run each time the endpoint starts.

You can explore the other options on your own in the help file. Let’s take alook at actually creating and using
one of these custom endpoints. As shown in figure 3.5, we've created anew AD user account for SallyS of the
Sales department. Sally, for some reason, needs to be able to list the users in our AD domain - but that’s all
she must be able to do. As-is, her account doesn’t actually have permission to do so.

rator: Windows PowerShell (3)

new-aduser -Name SallyS -SamAccountName S5allyS -Department Sales

Figure 3.5: Creating a new AD user account to test

Figure 3.6 shows the creation of the new session configuration file, and the registration of the session. Notice
that the session will auto-import the ActiveDirectory module, but only make the Get-ADUser cmdlet visible to
Sally. We've specified a restricted remote session type, which will provide a few other key commands to Sally.
We also disabled PowerShell’s scripting language. When registering the configuration, we specified a “Run As”
credential (we were prompted for the password), which is the account all commands will actually execute as.
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strator: Windows PowerShell (3)
-P5SessionConf
' -SessionType Rest tedRemoteSer

Are you sure you want to perform this action?
Performing operation "Reg

rationFile -ModulesToImport A
r -Path c:\SallysSession.pssc
Configuration -Mame Sally -RunAsCredential AD2808R2\Administrator -ShowSecurityDescriptorUI -P
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=10l x|

veDirectory -VisibleCmdlets ‘Get-ADUser' -LanguageMode 'I'JcLaE

ter-PSSessionConfiguration™ on Target "Mame: Sally. This will allow administraters to

remotely run Windows PowerShell commands on this computer”.

[Y] Yes [A] Yes to All [N] No

[L] No to All [S] Suspend

[?] Help (default i

WSManCenfig: Microsoft.WSMan.Management\WSMan::localhost\Plugin

Type

Container

Name

Sally

{Name=5ally}

Confirm

Are you sure you want to perform this action?
Performi operation ""Restart-Service on Target
[L] No to A1l [

WinRM".
[2] Help (default is "Y"): y

“Hame :
Suspend

[A] Yes to All

[N] No

Are you sure you want to perferm this action?
Performing operation "Restart-Service"” on Target "Windows Remote Management (WS-Management) (winrm)™. -

Figure 3.6: Creating and registering the new endpoint

Because we used the -ShowSecurityDescriptorUl, we got a dialog box like the one shown in figure 3.7. This is
an easier way of setting the permissions for who can use this new endpoint. Keep in mind that the endpoint
will be running commands under a Domain Admin account, so we want to be very careful who we actually let
in! Sally needs, at minimum, Execute and Read permission, which we’ve given her.

http://schemas. microsoft.com/powershell/Sally |

Group or user names:

52, Administrators (AD2008R2\Administrators)
&2, INTERACTIVE

£ SallyS (AD200BR2\SallyS)

Pemissions for SallyS

Full Control{All Operations)
Read{Get Enumerate, Subscribe)
Write(Put. Delete, Create)
Execute(invoke)

Special permissions

alhost\Plugin

ame

ally

For special pemissions or advanced settings,
click Advanced.

Adyanced

Leam ahout access control and permissions kg

o1

[A] Yes to ALl [N]| No

Cancel | ooy |

LL] No to A1l

WinRM™.
[?] Help (default is ™

ame :
[S] Suspend

Are you sure you want to perform this action?
Perfor g operation "Restart-Service” on Target "Windows Remote Management (WS-Man
Y [A] Yes to A1l [N] No [L] No to A1l [S] Suspend [?] Help (default is

Figure 3.7: Setting the permissions on the endpoint

We then set a password for Sally and enabled her user account. Everything up to this point has been done on
the DCO1.AD2008R2.1oc computer; figure 3.8 moves to that domain’s Windows 7 client computer, where we
logged in using Sally’s account. As you can see, she was unable to enter the default session on the domain
controller. But when she attempted to enter the special new session we set up just for her, she was successful.
She was able to run Get-ADUser as well.
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[ windows PowerShell

Windows Pouw:
Copyright (C)

hell

PS C:\Users\Sally
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912 Microsoft Corporation. All rights reserved.

Enter-PSSession -ComputerName dc@l

PS C:\Users\SallyS> Enter-PSSession -ComputerName dc®l -ConfigurationName Sally
[dc@1]: PS>get-aduser -filter *

DistinguishedName :
: True

Enabled
GivenMame
Name
ObjectClass

CN=Administrator,CN=Users,DC=AD2088R2,DC=1oc

: Administrator
: user
: 7b@48c3

-T865-4167-aabl-27b2ee880f77

ObjectGUID
SamAccountName : Administrator

ST 1 5-1-5-21-715778254-17461
Surname :

UserPrincipalName :

871067 -500

DistinguishedMame : CN=Guest,CN=Users,DC=AD20@8R2,DC=1loc
Enabled : False

Figure 3.8: Testing the new endpoint by logging in as Sally

Figure 3.9 confirms that Sally has a very limited number of commands to play with. Some of these commands
- like Get-Help and Exit-PSSession - are pretty crucial for using the endpoint. Others, like Select-Object, give
Sally a minimal amount of non-destructive convenience for getting her command output to look like she
needs. This command list (aside from Get-ADUser) is automatically set when you specify the “restricted
remote” session type in the session configuration file.

indows PowerShell
UserPrincipallName :

DistinguishedMame :
Enabled

GivenMName

Name

ObjectClass :
ObjectGUID 1 G cfb-5c19-4106-9c08-08bd327626e8
SamAccountName

SID

Surname
UserPrincipalName :

CN=Users,DC=AD2808R2,DC=loc

-5-21-715778254-1746166839-2828871067-1108

[dce1]: get-command *

Name ModuleName

Exit-PSSession
Get-Command
Get-FormatData
Get-Help
Measure-Object
Out-Default
Select-Object

Get-ADUser ActiveDirectory

Figure 3.9: Only eight commands, including the Get-ADUser one we added, are available within the

endpoint.
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In reality, it's unlikely that a Sales user like Sally would be running commands in the PowerShell console.
More likely, she’d use some GUI-based application that ran the commands “behind the scenes.” Either way,
we've ensured that she has exactly the functionality she needs to do her job, and nothing more.

Security Precautions with Custom Endpoints

When you create a custom session configuration file, as you've seen, you can set its language mode. The
language mode determines what elements of the PowerShell scripting language are available in the endpoint -
and the language mode can be a bit of a loophole. With the “Full” language mode, you get the entire scripting
language, including script blocks. A script block is any executable hunk of PowerShell code contained within
{curly brackets}. They’re the loophole. Anytime you allow the use of script blocks, they can run anylegal
command - even if your endpoint used -VisibleCmdlets or -VisibleFunctions or another parameter to limitthe
commands in the endpoint.

In other words, if you register an endpoint that uses -VisibleCmdlets to only expose Get-Childltem, but you
create the endpoint’s session configuration fileto have the full language mode, then any script blocksinside the
endpoint can use any command. Someone could run:

i PS C:\> & { Import-Module ActiveDirectory; Get-ADUser -filter * | Remove-ADObject }

Eek! This can be especially dangerous if you configured the endpoint to use a RunAs credential to run
commands under elevated privileges. It's also somewhat easy to let this happen by mistake, because you set
the language mode when you create the new session configuration file (New-PSSessionConfigurationFile), not
when you register the session (Register-PSSessionConfiguration). So if you're using a session configuration

file created by someone else, pop it open and confirm its language mode before you use it!

You can avoid this problem by setting the language mode to NoLanguage, which shuts off script blocks and
the rest of the scripting language. Or, go for RestrictedLanguage, which blocks script blocks while still
allowing some basic operators if you want users of the endpoint to be able to do basic filtering and
comparisons.

Understand that this isn’ta bug - the behavior we're describing here is by design. It can just be a problem if
you don’t know about it and understand what it's doing.

Note: Much thanks to fellow MVP Aleksandar Nikolic for helping me understand the logic of this loophole!
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Diagnostics and Troubleshooting

Troubleshooting and diagnosing Remoting can be one of the most difficult tasks an administrator has to deal
with. When Remoting works, it works; when it doesn’t, it's often hard to tell why. Fortunately, PowerShell v3
and its accompanying implementation of Remoting have much clearer and more prescriptive error messages
than prior versions did. However, even v2 included an undocumented and little-appreciated module named
PSDiagnostics, which is designed specifically to facilitate Remoting troubleshooting. Essentially, the module
lets you turn on detailed trace loginformation before you attempt to initiate a Remoting connection. You can
then utilize that detailed log information to get a better idea of where Remoting is failing.

Diagnostics Examples

For the following scenarios, we started by importing the PSDiagnostics module (note that this is implemented
as a script module, and requires an execution policy that permits it to run, such as RemoteSigned or
Unrestricted). Figure 4.1 also shows that we ran the Enable-PSWSManCombinedTrace command, which
starts the extended diagnostics logging.

PS C:\> import-module PSDiagnostics
PS C:\> Enable-PSWSManCombinedTrace
The command completed successfully.
PS C:\>

Figure 4.1: Loading the diagnostics module and starting a trace

For each scenario, we then ran one or more commands that involved Remoting, as demonstrated in figure 4.2.
We then disabled the trace by running Disable-PSWSManCombinedTrace, so that the log would only contain
the details from that particular attempt (we cleared the log between attempts, so that each scenario provided
a fresh diagnostics log).
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The command completed successfully.
ion dcel

\Administrator\Documents>
rs\Administrator> dir

Directory: C:\Users\Administrator

LastWriteTime Length Name

Contacts
Desktop
Documents
oads
Favorites
Links
Music
Pictures
Saved Games
Searches
Videos

[C IV, IV, IV, NV, W, IV, Y, (W, VI, |

rs\Administrator> exit
SManCombinedTrace
The command completed successfully.
The command completed successfully.

Figure 4.2: Entering a session and running a command

Finally, as shown in figure 4.3, we retrieved the messages from the log. In the scenarios that follow, we’ll
provide an annotated version of these. Note that we’ll typically truncate much of this output so that we can
focus on the most meaningful pieces. Also note that there’s a bit of a difference in reading the information
from the event log architecture, as we're doing in figure 4.3, and reading the .EVT trace file directly, as we’ll
do in some of our scenarios. The latter will provide combined information from different logs, which can
sometimes be more useful.

[ Administrator: Windows PowerShell
PS C:\> get-winevent microsoft-windows-winrm/operational

ProviderName: Microsoft-Windows-WinRM

TimeCreated Id LevelDisplayName Messa
142 WSMan operation SignalShell failed, error co...
254 Form Activity Transfer
16 y Closing WSMan shell
15 F i Closing command
13 Information Running WS command with CommandTId:
15 Infor i Closing an command
Information Running an command with CommandId:
Information Closing command
Information Running command with CommandId:
Information Closing WSMan command
Information Running an command with CommandId:
Information Closing WSMan command
Information Running command with CommandId:
formation Closing WS command
Running WSMan command with CommandId:
Closing WSMan command
Information Running WSMan command with CommandId:
Information Closing command
Information Running WSMan command with CommandId:
Infor i Closing WSMan command
Information Running WSMan command with CommandId:

7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:
7:

~

Figure 4.3: Examining the logged diagnostic information
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We're also going to be making use of the Microsoft-Windows-WinRM /analytic log, which does not normally
contain human-readable information. In order to utilize the log’s contents, we’ll use an internal Microsoft
utility (which we've been given permission to distribute; you'll find it on the Downloads page at
http://ConcentratedT ech.com) to translate the log's contents into something we can read.

Trace information is stored in PowerShell’s installation folder (run cd $pshome to get there, then change to
the Traces folder). The filename extension is.ETL, and you can use Get-WinEvent -path filename.etl to
read a particular file. The Construct-PSRemoteD ataObject command, included in the ZIP file we referenced,
can translate portions of the Analytic log's Message property into human-readable text. A demo script
included in the ZIP file shows how to use it. As shown in figure 4.4, we dot-sourced the Construct-
PSRemoteDataObject.ps1 file into our shellin order to gain access to the commands it contains.

PS ers\Administrator.AD2008R2\desktop\PSDiagnostics> . .\Construct-PSRemoteDataObject.psl
PS C:\Users\Administrator.AD2008R2\desktop\PSDiagnostics>

Figure 4.4 Dot-sourcing the Construct-PSRemoteDataObject.psl script

We also deleted the contents of C:\Windows\System32\WindowsPowerShell\v1.0\Traces prior to starting
each of the following examples.

A Perfect Remoting Connection

For this connection, we went from the Windows 7 client computer in the AD2008R2 domain to the DCO1
domain controller. On the DC, we changed to the C:\ folder, ran a directory, and then ended the session.
Figure 4.5 shows the entire scenario.
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PS C:\> Enable-PSWSManCombinedTrace

The command completed successfully.

PS C:\> Enter-PSSession -ComputerName dc@l
[dc@l]: PS C:\Users\Administrator\Documents> cd \
[dc@l]: PS C:\> dir

Directory: C:\

LastlWriteTime Length Name

IT Structures
Perflogs
Program Files
Program Files (x86)
Python26
Users
Windows

4082 SallysSession.

[dc@1]: PS C:\> exit

PS C:\> Disable-PSWSManCombinedTrace
The command completed successfully.
The command completed successfully.
PS C:\>

Figure 4.5: The example for this scenario

We then read the login chronological order. You need to be a bit careful; running Enable-
PSWSManCombinedTrace and Disable-PSWSManCombined trace actually create log events themselves. We'll
often run the Enable command, and then wait a few minutes to actually do anything with Remoting. That way,
we can tell by the timestamp in the log when the “real” traffic began. We'll wait a few more minutes before
running the Disable command, again so that we can easily tell when the “real” log traffic ended. Also note that
we'll be getting information from two logs, WinRM and PowerShell, although reading the .ETL file with Get-
WinEvent will grab everything in sequence.

Note: We've experienced problems using Get-WinEventin PowerShell v3 on non-US English machines. If
you run into problems, consider running the command from PowerShell v2, or use the GUI Event Viewer
application to view the event log.

The connection begins with (in this example) Enter-PSSession and name resolution, as shown in figure 4.6.
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4/14/2812 3:83:39 PH Command Enter-PSSession iz Storted.

Context:
Severity = Informational
Host Wome = ConszoleHost
Host Yersion = 3.8
Host ID = Gdagddbe-Sc9d-4eed-obd4—fac??4eedoat
Engine versiom < 3.8
Runzpace 1D = f47483cf -bd35-4ced-oced-e729421d6460
Pipeline ID = 294
Command Nome = Enter-PSSession
Command Type = Cndlet
Script Mome =
Command Path =
Sequence Mumber = 89
Uzer = AD2BASRZM\Administrotor
Shell ID = Microzoft.PowerShell

User Data:

45142812 3183139 PM Computerdaome resolved to localhost
4/14/2812 3:83:39 PM ComputerMame resolved to dcl
4/14/2A812 3:83:39 PM ComputerMame resclved to dcAl
4/14/2012 3:83:39 PM ComputerName resolved to doBl

Figure 4.6: Starting the Remoting connection

WinRM has to spin up arunspace (essentially, a PowerShell process) on the remote computer. That includes
setting several options for locale, timing, and so on, as shown in figure 4.7.

4/14/2812 3:83:39 PN Creating Runspoce object

Inztonce Id: cd32lzBb-8299-4557-8909-31Acaz24b3f Y
4/14/2812 3:83:39 PM Creoting RunspocePool object

4/14/2812 3:83:39 PM Creating WSMan Seszion. The connection string is: deBl/wsman?PSVersion=3.8
4/14,/2012 3183139 PH WSMan Create Session operotion completed successfuly

4/14/2012 3:83:39 PM Getting WSMan Session Option (29% - INVALID_SESSION_OPTION.

471472012 3:03:39 PM Getting WSMan Session Option (117 - WSMAM_OPTIOM_MAX_RETRY_TIME.

4/14/2012 3:83:39 PM Setting WSMan Session Option (267 - WSMAM_OPTION_UI_LAMGUAGE with walue
{en-US) completed successtully.

Setting WSMan Session Option (25) - WSMAN_OPTION_LOCALE with walue (en-US)
comp leted successtul ly.

4/14/2812 3:83: IMEOUTHS

4/14,/2812 3:83:39 P

=

4/14/2812 3:63:

4/14,/2812 3:83:39 P

=
i
i
ol
°
=
=
[t
=
o
=
f=]
=]
w
i
£
%
=
=
=
=
=
=2
=
=
=
Een
—
-1
e
1
=
o
=
=
=
=
T
—
—
=
=
g
—
=
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]
=
=
=
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[w]
[
=
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=
-
=

4/14/2012 3:83:39 PM Setting WSMan Session Option (167 - WSMAM_OPTION_TIMEOUTMS_SIGMAL_SHELL with

value (63887 completed successtul ly.
4/14/2812 3:83:39 PM Opening RunspacePool

4/14/2012 3:83:39 PM Runspoce ztate chonged to Opening

Figure 4.7: Starting the remote runspace

This will go on for a while. Eventually, you’ll see WinRM beginning to send “chunks,” which are packetized
communications. These are sent via the Simple Object Access Protocol, so expect to see “SOAP” referenced a
lot (WS-MAN is a Web service, remember, and SOAP is the communications language of Web services). Figure
4.8 shows a couple of these 1500-byte chunks. Notice that the actual payload is pretty much gibberish.
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4/14/2812 3:83:39 PM SOAP [client sending index 1 of 6 total chunks (1508 bytes)] <=:Envelope
xmlngis="http:/Awww w3 0rg/2883,/85, s00p-enve Lope "

oz .microsof b .com wbenweman/l wsnan . xsd" =z tHeader = To=ht tp o/ AdoBl 15985 wsmn
n?PSVersion=3.8</0:To=mw ResourcelR] =:nmustUnderstand="true"=http://schemaz.mi
crosoft.con/powershel LMicrosoft .PowerShel l</wiResourcelR =0 :Rep Ly Tox—=n tAddre
53 smustUnderstand="true"=http:/ schemas .xmlsoap .org /ws/2004,/85 addressing/ro
ledanonymous</a:Address—/a:Rep lyTo—mAction simustUnderstond="true"=http://s
chemas .xmlsogp . .orgsws /2804 /89 /Lransfer /Create</a tAct ion= :MaxEnve lopeSize sim
ustUnderstond="trus"=5120A0</w :MaxEnve lope5ize=—a tMezsage [ Dxuuid :30AACAGE—4F 66
—42A0-A267-8C28TAABL11EL</a:Message De=y tLocale xml: lang="en-US"
zimustUnderstand="false" f=p:Dotalocale =ml:lang="en-Us"
simustUnderstand="falze" fx=piactivityld s:muztlUnderstand="falze"=A1911C4A-F3Q
A-ABAR-GEBA-ALFCADIECDA] < prActivityldz—p :Seszionld =imustUnderstand="false">u
uid:5EBEE4E0-C79E-4114-988E-BAACTEETIC42</p 1 Sess ionld=—p :Operat ionID = imuztUnd

erstand="falze"=uuid 86763860 -7892-4CHA-9F 7C-2195BEBCDAF 2</p :Operat ionID=—p 1 5e
d z:imustUnderstand="false"=1</p :3equenceldz<w :0pt.iondet

4/14/2812 3:853:39 PH

Mome="Sesszionl@"

Shel 1 Id="43580555-AEAE-4TEF -4BEE-4BISE71F 344 " = ap : Input.Streams=stdin pr</rap

iBOPS IwcmIBb2NvbHZ LenNpb2
b241iPj IuMDwyWYibhec? Lwvb 488ty c2 Lvb iBOPSITZ:E IpicpenF Balut iy c2 [vbi T+M34 =L JAUMT
wwWmycZ Lwb j450KEQT 18 1Y6 L £ZVpwbmU i PkFERUFEQUOLY SvL BFROUFEQUF EQUFERUFROUFEQNKU
ZYhOMFpsMHYRMLZEY ZLWAWRGT j4 jM1dsY 1Z25ch IAWmF 1M iV 0k FEQUFCZHRYMESOW T JobF pF Umh LW3
hiwi 3 JoMFEyaGh ibWRsY 3cxdF gzUnBZMnReYDIabWMyY JBERTFmY ZNSaGItUnk jb4 JPWYCxBEREMWZ o
RAY1YkdsbmF IUK9ZYzF =0 dB0kFSeFR LWE4wl lowdYEyDEN i R1Z0ZEd=dnIuT =Y TRAZEYURSaF L tet
*DUWEDOUFBQUFOZSEG0W D vLyE4SaNnUUNEQUFESEZONYMzUm:: iUz VYEY jJ4cipsT jBhWz L1Y3k1SW LY
TnSkREZpYk dYSEFBQUFDa3hZ2WAASRL LATJEiME L IVmiWeWMybHZ 1 Z2ZhEY j Txdl 1YSmx joEJIWWhObL
EwOWtalk J5Y jNacFpHYn LDRWhoYz JoWGFYcGxCRERs ZVHNRLZ RNk YL Z60UF EREF 30UZCURNISEZD
MWWMzUmx iUzWVEY ] 34c1psT jBhYz L1¥3k15 LEYDXR jREZEW LhlalUzbHpk R1ZATSE0dmIHEG:: ZHLIwY
I1ekxrbE LZWESYUTISa1pkOnl iMipwikdWelNPeF JPROhEQUF EQUNNBEREQUFEQLFNOUFBUpCOUFE
(UJBREFEOUFEQUFEOUIBRUFEOUFBIUF BOUF ZPTuwyw(k E+PCAONUZ4ELED 1 0] dhd b AAAAAAK DA b ALLALL

Figure 4.8: Data begins to transfer over the connection

This gibberish is what the Construct-PSRemoteDataObject command can translate. For example, those
“sending” messages have an event ID of 32868; by looking for just those events we can see what's being sent,
as shown in figure 4.9.
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| 2 {4 .id -eq '32868"
-m ssage.indexaf["Payluad Data. Bx ; $str $ _message. 5uh>tr1nﬁ($1dw + ("Payload
);Construct-PSRemoteDataObject $str

destination ver

messageType onCapahilitv

pipelineld sl¢

runspaceld

data )3 f ion">2.2</Version><Version

rializationVersion">1 8.1</Version><BA N="

TimeZon >AAEAAAD//ff/AQAAAAAAAAAEAQAAABWTPXNﬂ WouQ3VycmVudFN5c3R1bVRpblVab251BAAAABd
tX@NhY2h1ZERhelxpZ2h8Q2hhbmd] cw1tX3RpY2tzT27Zmc2V8Dm1fc3RhbmRhcmROYW1 1Dm1+ZGF5bGInaHRO
YW11AwABARXTeXNOZWOuQ29sbGYjdGlvbnMuSGF zaHRhYmx1CQkCAAAAAPEpFOb/ / /8KCgQCAAAAHFNSc3R1b

55Db2xsZWN@al9ucySIYXNodGF ibGUHAAAACKxvYWRGYWNOb3ITHVMVy c21vbghDb21wYXJ 1chBIYXNoQ29kZV
Byb37p7ZGVWyCEhhc2hTaXp1BEt 1eXMGVYmF sdWVz AAADAWAFBQs THFNSc3R1bS5Db2xs7WN@ak9ucy51Q29tcGF
yZXIkU3 GVELkNvbGx1Y3Rpb25zL k1TYXNoQ29kZVByb3ZpZGVyCOxRODSAAAAAC0DAAAACQMAAAATBAAA
ABADAAAAAAAAABAEAAAAAAAAAAS=</BA></ Obj> Q

destination : ver

messageType mmandMetadata

pipelineld : HA806-3011-42a6-9843 c;4+JHPthhh
runspaceld

data

CommandType
.CommandTypes T>System. Enum</
String>Alias, Function, Filter,

Figure 4.9: Translating the data that was sent

In this case, the client was asking the server (which islisted as the destination) about its capabilities, and for
some metadata on the Exit-PSSession command (that’s the second message). This is how the client figures out
what kind of server it's talking to, and other important, preliminary information. Now, the client knows what
version of the serialization protocol will be used to send data back and forth, what time zone the server is in,
and other details.

Note: Event ID 32868 is client-to-server traffic; ID 32867 represents server-to-clienttraffic. Using those two
IDs along with Construct-PSRemoteDataObjectcan reveal the majority of the session transcriptonce the
connection is established.

Moving on. As shown in figure 4.10, you'll then see some authentication back-and-forth, during which some
errors can be expected. The system will eventually get over it and, as shown, start receiving chunks of data
from the server.

4/14/2812 3:83:39 PM An error was encountered while processing an operation.
Error Code: 11881

4/14/2012 3:83:39 PM The chosen authentication mechanism is Kerberos

45142812 3183139 PHM Sending the request for operation CreoteShell to destination machine and port
doil 5955

4/14/2012 3:83:39 PM An error was encountered while processing an operation.
Error Code: 11881

4/14/2812 3:83:39 PM The chosen authentication mechaniszm is Kerberos

4/14/2012 3:83:39 PM Received the response from Metwork layer; stotus: 288 (HTTP_STATUS_OK)
4/14/2012 3:83:39 PM Received the response from Metwork lover; status: 288 (HTTP_STATUS_OK)
441472812 3:83:39 PM Activity Transfer

4/14/2012 3:83:39 PM Activity Transfer

4/14/2012 3:83:39 PM S0AP [client receiving index 1 of 2 total chunks (36088 bytes)] <=:Envelope

xmlilong="en-U3" zmlngis="http:/Aww w3, 0rg/ 280385 z00p-enve lope”

=auid: 6?E26E83 FCD? 41FA-9B26-636BBE961 791 /0 :MezsagelDx—=p: Dperut1onID smustl
nderstand="false"=uuid:58763550-7592-4C0A-9F 7C-2195E68CDAF 2« b Operat ionI D=—p :

Figure 4.10: Getting authentication taken care of

58



Secrets of PowerShell Remoting
http://PowerShell.org

A rather surprising amount of back-and-forth can ensue as the two computers exchange pleasantries, share
information about each other and how they work, and so on. We're going to switch our event log output, now,
to include event ID numbers, because those can be pretty useful when trying to grab specific pieces of data. At
this point, the log will mainly consist of the client sending commands and the server sending back the results.
This is more readable when you use Construct-PSRemoteD ataObject, so here’s the complete back-and-forth

from that perspective: First up is the client’s statement of its session capabilities:

destination : Server

messageType : SessionCapability

pipelineld : 00000000 -0V -0V -0000 -0000000VR0

runspaceld : 4358d585-0@eab-47ef-a0e6-4b98e71f34ab

data : <Obj RefId="@"><MS><Version
N="protocolversion">2.2</Version><Version
N="PSVersion">2.0</Version><Version
N="SerializationVersion">1.1.0.1</Version><BA N="TimeZon
e">AAEAAAD/////AQAAAAAAAAAEAQAAABXT e XNOZWOUQ3VycmVudFN5c
3R1bVRpbWVab251BAAAABdtXONhY2h1ZERheWxpZ2heQ2hhbmd1lcwltX
3RpY2tzT2Zmc2VODmlfc3RhbmRhcmROYW11Dm1fZGF5bG1lnaHROYW11A
WABARXTeXNOZWOUQ29sbGVjdGlvbnMuSGFzaHRhYmx1CQk CAAAAAPgpF
9b///8KCgQCAAAAHFN5c3R1bS5Db2x s ZWN@aW9ucy 51 YXNodGF i bGUHA
AAACKkXVYWRGYWNOb3IHVMVy c21vbghDb21wYXJ1chBIYXNoQ29kZVByb
3ZpZGVyCEhhc2hTaXp1BEtleXMGVmF sdwWVzAAADAWAFBQsIHFN5c3R1b
S5Db2xsZWN@alW9ucy53Q29t cGFyZXIkU31zdGVtLkNvbGXx1Y3Rpb25zL
k1IYXNoQ29kZVByb3ZpZGVy COXRODSAAAAACEODAAAACQMAAAATBAAAA
BADAAAAAAAAABAEAAAAAAAAAAS =< /BA>< /MS>< /0b3j>

Then the server’s:

destination : Client

messageType : SessionCapability

pipelineld : 0000000 -0000-0000-0000 -000000000000

runspaceld : 00000000 -0000-0000-0000-000000000000

data : <Obj RefId="@"><MS><Version
N="protocolversion">2.2</Version><Version
N="PSVersion">2.0</Version><Version
N="SerializationVersion">1.1.0.1</Version></MS></0bj>

Next is the server’s $PSVersionTable object, which lists various versioning information:

destination : Client

messageType : ApplicationPrivateData

pipelineld : 00000000 -0000-0000 -0000-00000000000

runspaceld : 4358d585-0Qeab-47ef-a0e6-4b98e71f34ab

data : <Obj RefId="0"><MS><0bj N="ApplicationPrivateData"
RefId="1"><TN RefId="0"><T>System.Management.Automation.
PSPrimitiveDictionary</T><T>System.Collections.Hashtable
</T><T>System.0bject</T></TN><DCT><En><S
N="Key">PSVersionTable</S><0bj N="Value"
RefId="2"><TNRef RefId="0" /><DCT><En><S
N="Key">PSVersion</S><Version
N="Value">2.0</Version></En><En><S
N="Key">PSCompatibleVersions</S><0bj N="Value"
RefId="3"><TN RefId="1"><T>System.Version[]</T><T>System
.Array</T><T>System.Object</T></TN><LST><Version>1.0</Ve
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rsion><Version>2.0</Version><Version>3.0</Version></LST>
</0bj></En><En><S N="Key">BuildVersion</S><Version
N="Value">6.2.8314.0</Version></En><En><S
N="Key">PSRemotingProtocolVersion</S><Version
N="Value">2.2</Version></En><En><S
N="Key">WSManStackVersion</S><Version
N="Value">3.0</Version></En><En><S
N="Key">CLRVersion</S><Version
N="Value">4.0.30319.261</Version></En><En><S
N="Key">SerializationVersion</S><Version N="Value">1.1.0
.1</Version></En></DCT></0bj></En></DCT></0bj></MS></0bj
>

Next the server sends information about the runspace that will be used:

destination : Client

messageType : RunspacePoolStatelInfo

pipelineld : ©000000O -0000-0000-0000 -000000000000

runspaceld : 4358d585-0eab-47ef-a0e6-4b98e71f34ab

data : <Obj RefId="0"><MS><I32
N="RunspaceState">2</I32></MS></0bj>

The client sends information about its Exit-PSSession command:

destination : Server

messageType : GetCommandMetadata

pipelineld : 03460806-3011-42a6-9843-c54f39ee6tb8

runspaceld : 4358d585-0eab-47ef-a0e6-4b98e71f34ab

data : <Obj RefId="0"><MS><0bj N="Name" RefId="1"><TN RefId="0"
><T>System.String[ ]</T><T>System.Array</T><T>System.Obje
ct</T></TN><LST><S>0ut-Default</S><S>Exit-PSSession</S><
/LST></0bj><0bj N="CommandType" RefId="2"><TN RefId="1">
<T>System.Management . Automation.CommandTypes</T><T>Syste
m.Enum</T><T>System.ValueType</T><T>System.Object</T></T
N><ToString>Alias, Function, Filter,
Cmdlet</ToString><I32>15</I32></0bj><Nil N="Namespace"
/><Nil N="ArgumentList" /></MS></0bj>

A bit later we'll see the result of the CD C:\ command, which is the new PowerShell prompt reflecting the new
folder location:

destination : Client

messageType : PowerShellOutput

pipelineld : c913b8ae-2802-4454-9d9b-926ca6032018
runspaceld : 4358d585-0Qeab-47ef-a0e6-4b98e71f34ab
data : <S>PS C:\&gt; </S>
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Next we'll look at the output of the Dir command. This first bit is writing the column headers for Mode,
LastWriteTime, Length, Name, and so forth. Thisis all being sent to our client - we’ll just include the first few
lines, each of which comes across in its own block:

destination : Client

messageType : RemoteHostCallUsingPowerShellHost

pipelineld : c259c891-516a-46a7-b287-27c96ff86d5b

runspaceld : 4358d585-0@eab-47ef-a0e6-4b98e71f34ab

data : <Obj RefId="0"><MS><I64 N="ci">-100</I64><0bj N="mi"
RefId="1"><TN RefId="0"><T>System.Management.Automation.
Remoting.RemoteHostMethodId</T><T>System.Enum</T><T>Syst
em.ValueType</T><T>System.Object</T></TN><ToString>Write
Line2</ToString><I32>16</I32></0bj><0bj N="mp"
RefId="2"><TN RefId="1"><T>System.Collections.ArraylList<
/T><T>System.Object</T></TN><LST><S>Mode
LastWriteTime Length Name

</S></LST></0bj></MS></0bj>

destination : Client

messageType : RemoteHostCallUsingPowerShellHost

pipelineld : c259c891-516a-46a7-b287-27c96ff86d5b

runspaceld : 4358d585-@eab-47ef-ale6-4b98e71f34ab

data : <Obj RefId="0"><MS><I64 N="ci">-100</I64><0bj N="mi"
RefId="1"><TN RefId="0"><T>System.Management.Automation.
Remoting.RemoteHostMethodId</T><T>System.Enum</T><T>Syst
em.ValueType</T><T>System.Object</T></TN><ToString>Write
Line2</ToString><I32>16</I132></0bj><0bj N="mp"
RefId="2"><TN RefId="1"><T>System.Collections.ArraylList<
/T><T>System.Object</T></TN><LST><S>----

</S></LST></0bj></MS></0bj>

destination : Client

messageType : RemoteHostCallUsingPowerShellHost

pipelineld : c259c891-516a-46a7-b287-27c96ff86d5b

runspaceld : 4358d585-0Qeab-47ef-a0e6-4b98e71f34ab

data : <Obj RefId="0"><MS><I64 N="ci">-100</I64><0bj N="mi"
RefId="1"><TN RefId="0"><T>System.Management.Automation.
Remoting.RemoteHostMethodId</T><T>System.Enum</T><T>Syst
em.ValueType</T><T>System.Object</T></TN><ToString>Write
Line2</ToString><I32>16</I132></0bj><0bj N="mp"
RefId="2"><TN RefId="1"><T>System.Collections.ArrayList<
/T><T>System.Object</T></TN><LST><S>d----
8/25/2010 8:11 AM IT Structures

</S></LST></0bj></MS></0bj>

destination : Client

messageType : RemoteHostCallUsingPowerShellHost

pipelineId : c259c891-516a-46a7-b287-27c96ff86d5b

runspaceld : 4358d585-0Qeab-47ef-a0e6-4b98e71f34ab

data : <Obj RefId="0"><MS><I64 N="ci">-100</I64><0bj N="mi"
RefId="1"><TN RefId="0"><T>System.Management.Automation.
Remoting.RemoteHostMethodId</T><T>System.Enum</T><T>Syst
em.ValueType</T><T>System.Object</T></TN><ToString>Write
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Line2</ToString><I32>16</I32></0bj><0bj N="mp"

RefId="2"><TN RefId="1"><T>System.Collections.ArrayList<

/T><T>System.Object</T></TN><LST><S>d----

7/13/2009 11:20 PM PerflLogs
</S></LST></0bj></MS></0bj>

Eventually the command finishes and we get the prompt again:

destination : Client

messageType : PowerShellOutput

pipelineld : f5c8bc7a-ec54-4180-b2d4-86479f9eadb9
runspaceld : 4358d585-0@eab-47ef-a0e6-4b98e71f34ab
data : <S>PS C:\&gt; </S>

You'll also see periodic exchanges about the state of the pipeline - this indicates that the command is done:

destination : Client

messageType : PowerShellStateInfo

pipelineld : f5c8bc7a-ec54-4180-b2d4-86479f9eadb9

runspaceld : 4358d585-0@eab-47ef-a0e6-4b98e71f34ab

data : <Obj RefId="0"><MS><I32
N="PipelineState">4</I32></MS></0bj>

There’s definitely alot of data passing back and forth - but it's possible to make sense of it using these tools.
Frankly, most Remoting problems take place during the connection phase, meaning once that's completed
successfully you have no further problems. So in the next scenarios, we’ll focus on specific connection errors.

Note: To clear the log and prepare for a new trace, we usuallydelete the .ETL files and go into Event
Viewer to clear the Applications and Services Logs > Microsoft > Windows >Windows Remote Management
log. If you're getting errors when running Enable-PSWSManCombinedTrace, one ofthose two tasks
probablyhasn’tbeen completed.

Connection Problem: Blocked Port

Figure 4.11 shows what happens when you try to connect to a computer and the necessary port - 5985 by
default - isn’t open all the way through. We're going to look at how this appears in the log. Note that we're
assuming you've already checked the computer name, made sure it resolves to the proper IP address, and so
forth; what you’re looking at is definitely a blocked port (because we set it up that way) in this example.
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Figure 4.11: Connection failure due to a firewall or other port-blocking problem.

Figure 4.12 shows that we successfully resolved the computer name. We find that testing with Enter-
PSSession is easiest, because it's really easy to spot that command in the log and see when the “real” log data
begins.

93T 41442812 4:91:11 PM Command Enter-PSSession is Started.

Context:
Severity = Informational
Hozt Name = ConzoleHost
Hozt Version = 3.8
Hozt ID =

Bf d53eL7-bul16-4560-8cbe-1T4ackdcete
Engine Yersion = 3.8
Runspace 1D =

f 42dabbB-43d6-4f 7d-G1e9-37611 3063425
Fipeline ID = 66
Command Mome = Enter-P3Session
Script Mame =
Command Paoth =
Sequence Number = ZEE
User = ADZBESRZNAdministrator
Shell ID = Microsoft.PowerShell

User Data:

12835 4/14/2812 4:81:11 PH ComputerName resolved to localhost
12835 4/14,/2812 4:81:11 PH ComputerMome resolved to doEl
12835 4/14,/2812 4:81:11 PH ComputerMome resolved to doEl
126835 4/14/2812 4:81:11 PM ComputeriName resolved to dcogl

Figure 4.12: Starting the connection attempt
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Note that alot of the initial log traffic is still WinRM talking to itself, getting set up for the actual connection
attempt. Justkeep scrolling through that until you start to see problem indications. Figure 4.13 shows a
timeout - never a good sign - and the error message generated by WinRM. As you can see, this is exactly what
we got on-screen, so PowerShell isn’t hiding anything from us.

135 4/14/2812 4:81:34 PM The client got a timeout from the netwark laoyer

1848 4,/14/2012 4:81:34 PM An error wos encountered while processing on
operation.
Error Code: Z1RASE9845
Error String:« :W3ManFault xmlns:f="http://schemaz.mi
crozof t.comwhenwsman 1 wanant ou LL"
Code="Z21RA559a45"
Machine="C38961612587 . AD2ARASRE2 . loc" ==f iMessage=WinkM
cannot complete the operation. Verify that the
specified computer name is walid, that the computer
iz accessible over the network, ond that o firewall
exception for the WinkM zervice is enabled and
gllows access from this computer. By default, the
WinRM firewall exception for public profiles limits
goceess to remote computers within the same local
subnet . </f iMessages—/f WSManFau Lt

1548 41472012 4:81:34 PM An error wos encountered while processing an
operation.
Error Code: 215A559846
Error String:«f :WiManFoult xmlns:f="http://schemas.mi
crozoft..conwhenesnan,/ 1 wemant o L
Code="Z21RAZE9a45"
Machine="C3096161257 . ADZABERE . loc " =< :Message=WinkH
cannot complete the operation. Verify thot the
specified computer name is walid, that the computer
iz accessible over the network, and that g firewall
exception for the WinkM zervice is enabled and I
gllows access from this computer. By default, the
WinRM firewall exception for public profiles limits
goccess to remote computers within the same local
subnet . /T iMessages—/f (WSManFau Lt

Figure 4.13: The timeout error in the diagnostics log

This is actually one of the trickiest bits of Remoting: It can’t tell why the server didn’t respond. It doesn’t
realize that the port isn’t open. For all WinRM knows, we could have specified a computer name that doesn’t
exist. Allit knows is that it sent a message out to the network, and nobody replied. In the end, nearly all of the
possible “low level” problems - bad IP address, bad computer name, blocked port, and so forth all look the
same from WinRM’s point of view. You're on your own to troubleshoot these problems.

We've found that one useful technique can be to use the old command-line Telnet client. Keep in mind that
WS-MAN isjust HTTP, and HTTP - likemany Internet protocols - is just sending text back and forth, more or
less exactly like Telnet. HTTP has specific text it sends and looks for, but the actual transmission is old-school
Telnet. So we'll run something like telnet dc01 5985 just to see if we can connect. A blank screen is
normal: Hit Ctrl+C to break out, and you’ll see an HTTP “Bad Request” error. That’s fine - it means you got
through. That confirms the computer name, the IP address, the port, and everything else “low-level.”

Connection Problem: No Permissions

This can be a bit of a tricky problem, because you need to be an Administrator to enable a diagnostics trace.
On the other hand, WinRM is usually quite clear when you can’t connect because your account doesn’t have
permission to the endpoint: “Access Denied” is the error message, and that's pretty straightforward.

But you can also log on as an Administrator (or open a shell under Administrator credentials), enable a trace,

and then have the other user (or your other user account) try whatever itisthey’re trying. Go backin as
Administrator and disable the trace, then examine the log. Figure 4.14 shows what you're looking for.

64



Secrets of PowerShell Remoting
http://PowerShell.org

1848 47142012 4:15:53 PM An error was encountered while processing an
operation.
Error Code: &
Error String:<f :WSHManFoult =mlns:f="http:/schemas.mi
crosof t.conwbenwenonsL wsmanfault” Code="5"
Machine="dcHl"==f :Meszage=Access iz denied.
<'f :Message=—/f :WSManFault=
254 4/14/2812 4:15:535 PH Activity Transfer
142 4142812 4:15:55 PM WSMan aperation CreateShell failed, error code 5
32786 4/14/20812 4:18:53 PN Runspace Id Bd91ctlB-3c52-4b15-8858-76d333a81303.
Cal lback received for WSMan Create Shell
15848 4/14/2812 4:15:53 PM An error was encountered while proceszing an
operation.
Error Code: 122
Error String:=f:WSManFault xmlns:f="http: s =chemas.mi
crosaft . comwbenwenan/lwemanf aul b Code="122"
Machine="C3A96161257 . ADZAASRS | loc" =—=f :Mes=sagex=The
data ureu”hﬁéééd'Edndnéﬁéféﬁ'édfi'is too small.
<'f :Message=—/f :WSManFault=
319 4/14/2812 4:15:53 PH Getting message for error code 5 completed
zuccessfully. The languageCode parameter was: en-US
8196 47142012 4:158:53 PM Modifying activity Id and correlating
12839 4/14/2812 4:15:53 PH Hodifying activity Id and correlating
32784 41472812 4:18:53 PM Runspace Id: Bd91lc6lP-3c52-4blh-55855-76d535081303
Pipeline Id: AAGAGAGA-ABRA-AHEA-FAGA-AARAHARAEAGE .
W3iMan reported an error with error code: G5.

Error meszage: Connecting to remote serwer dcAl
failed with the following error message @ Access is
denied. For more information, zee the
about_Remote_Troubleshaoting Help topic.

StackTrace:

32776 4/14/2812 4:18:53 PM Runzpace Id: Ad91c6lP-3c82-4bl15-53558-76d535001303
Pipaline Id: @AGAGAEA-ABR6-AH6H-FAGA-AEREHEEAEAEE .
W3iMan reported an error with error code: 5. I

Error messzage: Connecting to remote serwver dcAl
failed with the following error message @ Access is
denied. For more information, see the
about_Remote_Troubleshooting Help topic.

Figure 4.14: “Access Denied” in the diagnostics log

The log data just after that will show you the user account that was used to try and create the connection
(AD2008R2\SallysS, in our example, which is why the command failed - she’s not an Administrator). A quick
check with Get-PSSessionConfiguration on the remote machine will confirm the permissions on whatever
Remoting endpoint you're attempting to connect to. Also, as shown in figure 4.15, we’ve found that running
Set-PSSessionConfiguration can be useful. Provide the -Name of the endpoint you're checking, and add -
ShowSecurityDescriptorUL. That will let you confirm the endpoint’s permissions in a friendlier GUI form - and
you can modify it right there if need be.
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sionConfiguration -name microsoft.powershell -ShowSecurityDescriptorul
ionConfiguration restarts the WinRM service and all dependent services.
ions connected to Windows PowerShell s ion configurations, such as

Ft. ] P'i_ - % hﬂ";’ S = & are created with the
'ermissions for 11 'schemas Cro

http://schemas microsoft.com/powershell/microsoft powershell |

t "Mame: microsoft.powershell™.
[?] Help (default is "Y"): y

Permissions for Administrators

Full Cortrol{All Operations)
Read(Get, Enumerate, Subscribe)
Write(Fut,Delete, Create)
Bxecute(invoke)

Special permissions

For special permissions or advanced settings. Adh ed |
click Advanced. e

Leam about access control and pemissions

oK | cancal | peob |

Figure 4.15: Checking an endpoint’ s permissions using Set-PSSessionConfiguration

Connection Problem: Untrusted Host

Figure 4-16 shows the connection we're trying to make: From the client in the AD2008R2 domain to a
standalone computer that isn’t part of a domain.
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DCA

10.160.39.145/16
Win2008R2

C8956784402
(alias: CLIENTA)
10.160.92.120/16
Win7

2-Way
Forest Trust

COMPANY.loc Domain/
Forest

€3925954503
10.160.123.220/16
Win2008R2

C3096161287
alias: CLIENT1
10.160.60.247/16
Win7

AD2008R2.loc Domain/
C2108222963

Forest " | alias: MEMBER1
10.160.185.109/16
Win2008R2

Figure 4.16: Attempted connection for this scenario
As shown in figure 4.17, the error comes quickly, even though we’ve provided a valid credential. The problem

is that we're in a situation where WinRM can’t get the mutual authentication itwants; part 2 of this guide
covers solutions for fixing the problem. But what does the problem looklike in the diagnostics log?
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PS C:\> Enable-PSWSManCombinedTrace
The command completed successfully.

PS C:\> Enter-PSSession -ComputerName 10.160.123.228 -Credential €3925954503\Administrator

PS C:\>» Disable-PSWSManCombinedTrace
The command completed successfully.
The command completed successfully.
PS C:\>

Figure 4.17: The error message gives good clues as to how to solve this problem

Figure 4.18 shows that WinRM still sends its initial salvo of traffic to the server. It's when the reply comes
back that the client realizes it can’t authenticate this server, and the error is generated. What you see in the
log is pretty much what shows up in the shell, verbatim.
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T 4/14,/2812 4:33:35 PH

1548 4/14/2012 4:33:35 PH

12 4/14/2812 4:33:35 PH
32786 4/14/2012 4:33:358 PH

1548 4/14/2012 4:33:35 PH

Figure 4.18: The diagnostic log content when attempting to connect to an untrusted host

Figure 4.19 shows a good second step to take: Run Test-WSMan. Provide the same computer name or IP
—Credential parameter. The cmdlet can at least tell you that WS-MAN and WinRM
are up and running on the remote computer, and what version they’'re running. That at least narrows the
problem down to one of authentication: Either your permissions (which would have resulted in an “Access

address, but leave off the
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I 0l T B W B ) o 1N o o ) ol U oy ] o NS e PR O

AN error waz encountered while processing an
operation.
Error Code: 215359195

Error String:<f M3ManFault xmlns:f="http://schemas.mi
crosof t.com/whenwsnan/ 1 wamanfou Lt
Code="215A359195"
Machine="C3A96161257 . ADZHAER: . loc" =—=f :Meszage=The
WinRM client connot process the request. Default
quthentication may be used with an IP address under
the following conditionz: the transport iz HTTPS or
the destingtion iz in the TrustedHo list, and
explicit credentials are provided. winrm.cmd tao
configure TrustedHosts, Mote that cnmputéfé'fﬁ'fhe
TrustedHosts list might not be outhenticated. For
more information on how to set TrustedHosts run the
following command: winrm help config.

=/f tMEssOges</f (WSManFau Lt

WSMan shell creation failed, error code 21EASE0105
Runspoce Id 30582e47-boéa-4819-00e8-EabboolbdaTh.

Callback received for WiMon Create Shell
An error was encountered while processing an

Amarat i an

Denied”) or the mutual authentication component of Remoting.
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B Administrator: Windows PowerShell

\> test-wsman -ComputerName 10.160.123.220

: http://schemas.dmtf.org/wbem/wsman/identity/1/wsmanidentity.xsd

ProtocolVersion : http://schemas.dmtf.org/wbem/wsman/1/wsman.xsd
ProductVendor
ProductVersion

: Micr ft Corporation
: 0S: 8.9.@ SP: 0.0 Stack: 3.0

Figure 4.19: Test-WSMan is kind of like a “ping” for Remoting

Note: You’'ll see substantiallythe same behavior when you attemptto connect using HTTPS (the —UseSSL
switch on the various Remoting commands), and the remote machine’s SSL certificate name doesn’tmatch
the name you used in your command. The error message is unambiguous both on-screen and in the log,
and we discuss solutionsin part2 of the guide.

Standard Troubleshooting Methodology

Troubleshooting can be difficult, especially with Remoting since there are so many layers in which something
can go wrong. Following a straightforward, standardized approach can help pinpoint problems.

1.

Test Remoting with its default configuration. If you've tinkered with that, undo your changes and
start from scratch.

Start by attempting to connect from the initiating machine to the target machine by using
something other than Remoting, but which is still security-sensitive. For example, use Windows
Explorer to open the remote machine’s C$ shared folder. If that doesn’t work, you have broader
security issues. Make a note of whether or not you need to provide alternate credentials - ifyou
do, Remoting will need them as well.

Install a Telnet client on the initiating machine (a simple command-line client, like the Windows
native one, will do). Attempt to connect to the HTTP WinRM listener by running telnet
machine_name:5985. You should get a blank screen, and Ctrl+C will end the session. If this
doesn’t work, there’s a basic connectivity problem (such as a blocked port) you need to resolve.

Use Test-WSMan as described earlier, using an alternate credential if necessary. Make sure
you're either using the machine’s real name as it appears in Active Directory, or that you've taken
one of the other approaches (TrustedHosts plus a credential, or SSL plus a credential) that we
outlined in Section 2 of this guide. If that doesn’t work, you have a problem in the WS-MAN
configuration.
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Simply walking through these four steps, in this order, can help you pinpoint atleast the general cause of
most problems.

Summary

So why did we bother going through the logs when, in most of our examples, the logs simply echoed what was
on the screen? Simple: As PowerShell becomes embedded in more and more GUI applications, you might not
always have a console, with its nice error messages, to rely upon. What you can do, however, is use the
console to start a trace, run whatever GUI app is failing, and then dig into the log to see if you find some of the
signs we've shown you here.
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Session Management

When you create a Remoting connection between two machines, you're creating - in PowerShell terminology
- a session. There are an incredible number of options that can be applied to these sessions, and in this
portion of the guide we’ll walk you through them.

Ad-Hoc vs. Persistent Sessions

When you use a Remoting command - primarily Invoke-Command or Enter-PSSession -and specify a
computer name by using their -ComputerName parameter, you're creating an ad-hoc session. Basically,
PowerShell just brings up a session, utilizes it, and then tears it down, all automatically.

Alternately, you can use New-PSSession to explicitly create a new session, which can then be utilized by
passing the session to the —Session parameter of Invoke-Command, Enter-PSSession, and numerous other
Remoting-aware commands. When you manually create a session, it’s up to you to get rid of it when you're
done with it. However, ifyou have a session open and close your copy of PowerShell, that session is
automatically removed for you - so you're not leaving anything hanging around that needs to be cleaned up.

Disconnecting and Reconnecting Sessions

In PowerShell v3, you can disconnect and reconnect sessions by using Disconnect-PSSession and Connect-
PSSession. These commands each accept a session object, which you’d usually create with New-PSSession.

A disconnected session leaves a copy of PowerShell up and running on the remote computer. Thisis a good
way to get it to run some long-running task, disconnect, and then reconnect later to check up on it. You can
even disconnect a session on one computer, move to another computer, and reconnect to that session
(although you can’t connect to someone else’s disconnect session; you're limited to reconnecting to your
own).

For example, figure 5.1 shows a session being created from a client to a server. The session is then given a

task to perform as a background job, and then the session is disconnected. It's important to note that the
command, and the background job, are on the server (DC01), not the client.
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gurationName

Opened Microsoft.PowerShell Available

sion -ComputerName dc@l)
>cd \

Name n ! é é Command

Jobl rue localhost

[dcol]: PS C:\> Exit-PSS
PS > Disconnect- ic -ComputerName dc@l)

Id Name 3 e e State Configurationhame

Disconnected Microsoft.PowerShell None

Figure 5.1: Creating, using, and disconnecting a session

In figure 5.2, we’'ve moved to a different machine. We're logged on, and running PowerShell, as the same user
that we were on the previous client computer. We retrieve the session from the remote computer, and then
reconnect it. We then enter the newly reconnected session, display that background job, and receive some
results from it. Finally, we exit the remote session and shut it down via Remove-PSSession.

Availability

Id Name SJc S ] HasMoreData Location Command

Job1l BackgroundJob P localhost

[dcB1]: PS C:\> receive-job -id 1 | select -first

Index Time EntryType  Source InstanceID
5 Apr 20 : S ... Microsoft-Windows. . An account was lo
Apr 20 : S ... Microsoft-Windows 524 An account was
40154 Apr 20 : ‘ ... Microsoft-Windows. . 5 Special privileges a
49153 Apr 20 : ... Microsoft-Windows. . 524 An account was succe
49152 Apr : ... Microsoft-Windows. . 5 Special privileges a

Figure 5.2: Reconnecting to, utilizing, and removing a session
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Obviously, disconnected sessions can present something of a management concern, because you're leaving a
copy of PowerShell up and running on a remote machine - and you're doing so in a way that makes it difficult
for someone else to even see you've done it! That's where session options come into play.

Session Options

Whenever you run a Remoting command that creates a session — whether persistent or ad-hoc - you have the
option of specifying a -SessionOption parameter, which accepts a PSSessionOption object. The default option
object is used if you don’t specify one, and that object can be found in the built-in $PSSessionOption variable.

It's shown in figure 5.3.

istrator: Windows PowerShell (3)
PS C:\> $PSSessionOption

MaximumConnectionRedirectionCount :
NoCompression
NoMachineProfile
ProxyAccessType
"oxyAuthentication

SkipC

SkipRevocationCheck
OperationTimeout

NoEncryption

UseUTF16

IncludePortInSPN
OutputBufferingMode

Culture

UICulture :
MaximumReceivedDataSizePerCommand :
MaximumReceivedObject!
ApplicationArguments

OpenTimeout

CancelTimeout

IdleTimeout

Figure 5.3: The default PSSessionOption object stored in $PSSessionOption

As you can see, this specifies a number of defaults, including the operation timeout, idle timeout, and other
options. You can change these by simply creating a new session option object and assigning it to
$PSSessionOption; note that you need to do this in a profile script if you want your changes to become the
new default every time you open a new copy of PowerShell. Figure 5.4 shows an example.

74



Secrets of PowerShell Remoting
http://PowerShell.org

B Administrator: Windows PowerShell (3)
PS C:\> $PS onOption = New-PSSessionOption -IdleTimeout
PS C:\> $PSSessionOption

MaximumConnectionRedirectionCount : 5

NoCompression : False

NoMachineProfile : False

ProxyAccessType : None

ProxyAuthentication : Negotiate
xyCredential

SkipRevocationCheck
OperationTimeout

NoEncryption

UseUTF16

IncludePortInSPN
OutputBufferingMode

Culture

UICulture :
MaximumReceivedDataSizePerCommand :
MaximumReceivedObjectSize :
ApplicationArguments

OpenTimeout

CancelTimeout

IdleTimeout

Figure 5.4: Creating a new default PSSessionOption object

Of course, a 2-second idle timeout probably isn’t very practical (and in fact won’t work - you must specify at
least a 60-second timeout in order to use the session object at all), but you’ll note that you only need to
specify the option parameters that you want to change - everything else will go to the built-in defaults. You
can also specify a unique session option for any given session you create. Figure 5.5 shows one way to do so.

] Administrator: Windows Powershell (3)

PS C:\> $MyOption lew-PSSessionOption -IdleTimeout 500000 -NoCompression
PS C:\> Enter-PSSession -ComputerName dc@l -SessionOption $MyOption
[dc@1l]: PS C:\Users\Administrator\Documents>

Figure 5.5: Creating a new PSSessionOption object to use with a 1-to-1 connection

By specifying intelligent values for these various options, you can help ensure that disconnected sessions
don’t hang around and run forever and ever. A reasonable idle timeout, for example, ensures that the session
will eventually closeitself, even if an administrator disconnects from itand subsequently forgets about it.
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Note that, when a session closes itself, any data within that session - including background job results - will

be lost. It's probably a good idea to get in the practice of having data saved into a file (by using Export-CliXML,
for example), so that an idle session doesn’t closeitself and lose all of your work.

76



Secrets of PowerShell Remoting
http://PowerShell.org

PowerShell, Remoting, and Security

Although PowerShell Remoting has been around since roughly 2010, many administrators and organizations
are unable to take advantage of it, due in large part to outdated or uninformed security and risk avoidance
policies. This chapter is designed to help address some of those by providing some honest technical detail
about how these technologies work. In fact, they present significantly less risk than many of the management
and communications protocols already in widespread use - those older protocols benefit primarily from
being “grandfathered” into policies and never closely examined.

Neither PowerShell nor Remoting are a “Back Door” for

Malware

This is a major misconception. Keep in mind that, by default, PowerShell does not execute scripts. When it
does so, it can only execute commands that the executing user has permission to run - it does not execute
anything under a super-privileged account, and it bypasses neither existing permissions nor security. In fact,
because PowerShell is based upon .NET, it's unlikely any malware author would even bother to utilize
PowerShell. Such an attacker could simply call on .NET Framework functionality directly, and much more
easily.

By default, PowerShell Remoting enables only Administrators to even connect, and once connected they can
only run commands they have permission to run - with no ability to bypass permissions or underlying
security. Unlike past tools which ran under a highly-privileged account (such as LocalSystem), PowerShell
Remoting executes commands by impersonating the user who submitted the commands.

Bottom line: Because of the way it works, PowerShell Remoting does not allow any user, authorized or not, to
do anything that they could not do through a dozen other means - including logging onto the console.
Whatever protections you have in place to prevent those kinds of attacks (such as appropriate authorization
and authentication mechanisms) will also protect PowerShell and Remoting. If you allow Administrators to
log on to server consoles - either physically or via Remote Desktop - you have far greater security exposure
than you do through PowerShell Remoting.

Further, PowerShell offers a better opportunity to restrict even Administrators. A Remoting endpoint (or
session configuration) can be modified to allow only specified users to connect to it. Once connected, the
endpoint can further restrict the commands that those users can execute. This provides a much better
opportunity for delegated administration. Rather than having Administrators log onto consoles and do
whatever they please, you can have them connect to restricted, secured endpoints and only complete those
specific tasks that the endpoint permits.

PowerShell Remoting is Not Optional

As of Windows Server 2012, PowerShell Remoting is enabled by default and is mandatory for server
management. Even when running a graphical management console locally on a server, the console still “goes
out” and “back in” via Remoting to accomplish its tasks. Without Remoting, server administration is
impossible. Organizations are therefore well-advised to start immediately finding a way to include Remoting
in their permitted protocols. Otherwise, critical services will not be able to be managed, even through
Remote Desktop or directly on the server console.

This approach actually helps better secure the data center. Because local administration is exactly the same
as remote administration (via Remoting), there’s no longer any reason to physically or remotely access server
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consoles. The consoles can thus remain more locked down and secured, and Administrators can stay out of
the data center entirely.

Remoting Does Not Transmit or Store Credentials

By default, Remoting uses Kerberos, an authentication protocol that does not transmit passwords across the
network. Instead, Kerberos relies on passwords as an encryption key, ensuring that passwords remain safe.
Remoting can be configured to use less-secure authentication protocols (such as Basic), but can also be
configured to require certificate-based encryption for the connection.

Further, Remoting never stores credentials in any persistent storage by default. A Remote machine never has
access to a user’s credentials; it has access only to a delegated security token (a Kerberos “ticket”). That is
stored in volatile memory which cannot, by OS design, be written to disk - even to the OS page file. The server
presents that token to the OS when executing commands, causing the command to be executed with the
original invoking user’s authority -and nothing more.

Remoting Uses Encryption

Most Remoting-enabled applications apply their own encryption to their application-level traffic sent over
Remoting. However, Remoting can also be configured to use HTTPS (certificate-encrypted connections), and
can be configured to make HTTPS mandatory. This encrypts the entire channel using high-level encryption,
while also ensuring mutual authentication of both client and server.

Remoting is Security-Transparent

As stated, Remoting neither adds anything to, nor takes anything away from, your existing security
configuration. Remote commands are executed using the delegated credentials of whatever user invoked the
commands, meaning they can only do what they have permission to do - and what they could presumably do
through a half-dozen other tools anyway. Whatever auditing you have in place in your environment cannot be
bypassed by Remoting. Unlike many past “remote execution” solutions, Remoting does not operate under a
single “super-privileged” account unless you expressly configure it that way (which requires several steps
and cannot possibly by accomplished accidentally, as it requires the creation of custom endpoints).

Remember: Anything someone can do via Remoting, they can already do in a half-dozen other ways.
Remoting simply provides a more consistent, controllable, and scalable means of doing so.

Remoting is Lower Overhead

Unlike Remote Desktop Connection (RDC, which many Administrators currently use to manage remote
servers), Remoting is very low-overhead. It does not require the server to spin up an entire graphical
operating environment, impacting server performance and memory management. Remoting is also more
scalable, enabling authorized users (mainly Administrators in most cases) to execute commands against
multiple servers at once - which improves consistency and reduces error, while also speeding up response
times and lowering administrative overhead.

Remoting is Microsoft's way forward. To not use Remoting is to deliberately attempt to use Windows in a way
that it was explicitly designed not to do. You will reduce, not improve your security, while also increasing
operational overhead, enabling greater instance of human error, and reducing server performance. Microsoft
Administrators have for decades been toiling under an operational paradigm that was wrong-headed and
short-sighted; Remoting is finally delivering to Windows the administrative model that every other network
operating system has used for years, if not decades.
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Remoting Uses Mutual Authentication

Unlike nearly every other remote management technique out there - including tools like PSExec and even,
under some circumstances, Remote Desktop, PowerShell Remoting by default requires mutual authentication.
The user attempting to connect to a server is authenticated and known; the system also ensures that the
server connected to is the intended server and not an imposter. This provides far better security than past
techniques, while also helping to reduce error - you can’t “accidentally log on to the wrong console” as you
could if you just walked into the data center.

Summary

At this point, denying PowerShell Remoting is like denying Ethernet: It's ridiculous to think you’ll successfully
operate your environment without it. For the first time, Microsoft has provided a supported, official, baked-in
technology for remote server administration that does not use elevated credentials, does not store credentials
in any way, that supports mutual authentication, and that is complete security-transparent. This is the
administration technology we should have had all along; moving to it will only make your environment more
manageable and more secure, not less.
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Configuring Remoting via GPO

PowerShell’s about_remote_troubleshooting provides a good set of steps for configuring basic Remoting
functionality via Group Policy objects (GPOs). Running Enable-PSRemoting also reveals some useful details,
such as the four main configuration. In this section, we’ll cover these main configuration steps.

Note: None of this is necessaryon Windows Server 2012 and later versions ofthe server OS. Remoting is
enabled by defaulton those, and shouldn’tbe turned off, as many of the native managementtools (including
GUI consoles like Server Manager) depend upon Remoting.

GPO Caveats

One thing to keep in mind is that GPOs can only create configuration changes; they can’t necessarily change
the active state of the computer. In other words, while a GPO can configure a service’s start mode to
“Automatic,” it can’t start the service. That'll happen automatically when the computer is restarted. Itisn’t so
much that a restart is needed, just that the computer only starts services after booting. So in many cases, the
changes you make with a GPO (with regard to Remoting) won't actually take effect until the next time the
affected computers are restarted, because in most cases the computer only looks at the configuration at boot
time. Just be aware of that.

Also, everything in this section assumes that PowerShell is already installed on the target computers -
something that can also be accomplished with a GPO or other software deployment mechanism, but not
something we're going to cover here. Note that most of this section should apply to either PowerShell v2 or
v3; we're going to run through the examples using v2 on a Windows 7 client computer belonging to a
Windows Server 2008 R2 domain.

Note: Some of the GPO settings we’ll be reviewing became available in Windows 2008 and Windows 2008
R2, butyou should be able to install the necessaryadministrative templatesinto any domain control ler. The
Windows 7 (and later versions) Remote Server Administration Toolkit (RSAT) contains the necessary
templates.

We don’t know for sure that the GPO configuration steps need to be accomplished in the order we present
them; in most cases, we expect you'll do them all at once in a single GPO, so it won’t matter. We're taking them
step-by-step in this order so that we can check the individual results along the way.

Allowing Automatic Configuration of WinRM Listeners

As explained earlier in this guide, the WinRM service sets up one or more /isteners to accept incoming traffic.
Running Enable-PSRemoting, for example, sets up an HTTP listener, and we've covered how to set up an
HTTPS listener in addition to, or instead of, that default one.

You'll find this setting under: Computer Configuration\Administrative Templates\Windows
Components\Windows Remote Management (WinRM)\WinRM Service. Enable the policy, and specify the
IPv4 and IPv6 filters, which determine which IP addresses listeners will be configured on. You can use the *
wildcard to designate all IP addresses, which is what we’ve done in Figure 7.1.
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f_ﬂAllow ‘automatic configuration of listeners

E} Allow automatic configuration of listeners

Previous Setting Next Setting |

© Mot Configured ~ Comment:
@ Enabled
 Disabled

Supported on: [ af |eact Windows Vista

Qptions: Help:

nnnnunnu&ll E

ot fiter [ This policy setting allows you to manage whether the Windows

Remote Management (WinRM) service automatically listens on

lIPv6 filter: Is-| f:%npetwork for requests on the HTTP transport over the default
port.

Syntax:
Tf you enable this palicy setting, the WinRM service automatically
to allow messages from any IP address, or listens on the network for requests en the HTTP transpoert over the
leave the default HTTP port.
field empty to listen on no IP address. You can Tf you disable or do not canfigure this palicy setting, then the
specify one WinRM service does not automatically listen on the network and
or more ranges of [P addresses. you must manually create listeners on every computer.
To allow WinRM service to receive requests over the network,
configure the Windows Firewsll policy setting with exceptions for
Example P4 filters: Port 5985 (default port for HTTP).
[2001-2.0.0.20.24.0.0.1-240022 The service listens on the addresses specified by the IPvd and PG
- filters. IPv4 filter specifies one or more ranges of IPvd addresses
and IPv6 filter specifies one or more ranges of IPvBaddresses, If
specified, the service enumerates the available IP addresses on the

-

oK I Cancel | Apply |

Figure 7.1: Enabling automatic configuration of WinRM listeners

Setting the WinRM Service to Start Automatically

This service is set to start automatically on newer server operating systems (Windows Server 2003 and
later), but not on clients. So this step will only be required for client computers. Again, this won't start the
service, but the next time the computer restarts, the service will start automatically.

Microsoft suggests accomplishing this task by running a PowerShell command - which does notrequire that
Remoting be enabled in order to work:

i Set-Service WinRM -computername $servers -startup Automatic

You can populate $servers any way you like, so long as it contains strings that are computer names, and so
long as you have Administrator credentials on those computers. For example, to grab every computer in your
domain, you'd run the following (this assumes PowerShell v2 or v3, on a Windows 7 computer with the RSAT
installed):

Import-Module ActiveDirectory
$servers = Get-ADComputer -filter * | Select -expand name

Practically speaking, you'll probably want to limitthe number of computers you do at once by either
specifying a -Filter other than “*” or by specifying —-SearchBase and limiting the search to a specific OU. Read
the help for Get-ADComputer to learn more about those parameters.

Note that Set-Service will return an error for any computers it couldn’t contact, or for which the change didn’t
work, and then continue on with the next computer.

Alternately, you could configure this with a GPO. Under Computer Configuration\Windows Settings\Security

Settings\System Services, look for “Windows Remote Management.” Right-click itand set a startup mode of
Automatic. That's what we did in figure 7.2.

81



Secrets of PowerShell Remoting
http://PowerShell org

B Group Policy Management Editor

File Action View Help
&= [ 7HIXE = HE

=/ Default Domain Policy [DC01.AD2008R2.LOC] Policy ;I Service Name  ~ [ srup IE T
= & Computer Configuration — —

gk T i

Mot Defined
[ Software Settings Security Policy Setting | hot Defined
B[] Windows Settings Mot Defined
[l Name Resolution Pg Windows Remote Managsmert (WS-Managemert) Mot Defined
] Saipts (Startup/Shy Mot Defined
=0 Deployed Printers Not Defined
B Security Settings ot Defined
3 Account Policies oroeTne
| Local Policies ot Defined
g EventLog Mot Defined
[ Restricted Gro ot Defined

" System Service Mot Defined
[ Registry Not Defined
& File System L Mot Defined
Wired Network Mot Defined

] Windows Firew; Mot Defined
] Metwork List Mz Mot Defined
;AQ Wireless Netwo Mot Defined

] Public Key Polic
1 software Restr
(7] Network Access
B oo oY | Aot Defned

i iy Pl
% fdi:?c:::u‘;i‘t Policy Configuration [ TLAN AutoContig NotDefned — Not Defined
“ Policy-based QoS K}I’WMI Performance Adapter Not Defined Mot Defined

[ Administrative Templates: Palicy definitions (AD_M;LI [f#warkstaton NatDefined Mot Defined

Mot Defined
Mot Defined
Mot Defined

[ {rwwan autoConfig NotDefined Mot Defined

Figure 7.2: Setting the WinRM service start mode

Creating a Windows Firewall Exception

This step will be necessary on all computers where the Windows Firewall is enabled. We're assuming that
you only want Remoting enabled in your Domain firewall profile, sothat’'s all we're doing in our example.
Obviously, you can manage whatever other exceptions you want in whatever profiles are appropriate for
your environment.

You'll find one setting under Computer Configuration\Administrative Templates\Network\N etwork
Connections\Windows Firewall\Domain Profile. Note that the “Windows Firewall: Allow Local Port
Exceptions” policy simply allows local Administrators to configure Firewall exceptions using the Control
Panel; it doesn’t actually create any exceptions. That may be exactly what you want in some cases.

Instead, we went to the “Define inbound port exceptions” policy, and Enabled it, as shown in figure 7.3.
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Define inbound port exceptions

E=] Windows Firewall: Define inbound port exceptions Previous Setting Next Setting

€ NotConfigured ~ Comment:

|= Default Domain Policy
=) i Computer Configu
= [ Policies g
(| Software: {" Disabled
é % m”‘f‘?“‘;f Supported on: ['at |eact Windaws XP Professional with SP2
ministre
[ Contre
=[] Metwe
9 Bz Options: Help:
B
= oy Allows
- . you to view and change the inbound port exceptions list
[ La | Define port exceptions: | Sh defined by Group Policy. Windows Firewall uses two port
C 5 N block. exception lists: one is defined by Group Policy settings and the
[ m |Specify the port to open or block. other is defined by the Windows Firewall component in Control
= 1( Syntax: Panel.
S0

<Portsi<Transport»: <Scopes: <Statuss: <Name> If you enable this policy setting, you can view and change the
inbound port exceptions list defined by Group Policy. To view this
<Port> is 2 decimal port number port exceptions list, enable the policy setting and then click the
Show button. Te add a port, enable the pelicy setting, note the
syntax, click the Show button, In the Show Contents dialog box
<Scope> is sither " (for all networks) or type a definition string that uses the syntax format. To remove a
port, click its definition, and then press the DELETE key. To edita
a comma-separated list that contains definition, remove the current definition from the list and add a
new one with different parameters. Te allow administrators to add
ports to the local port exceptions list that is defined by the
Windows Firewall component in Contrel Panel, also enable the
"Windows Firewall: Allow local port exceptions” policy setting.

<Transport> is either "TCP" or "UDP"

any number or combination of these:
1P addresses, such as 10.0.0.1

Subnet descriptions, such as 10.2.3.0/24

If you disable this policy setting, the port exceptions list defined
The string "localsubnet” by Group Policy is deleted, but other policy settings can continue
T q y Group Policy policy setting:

0K I Cancel Apply

Figure 7.3: Enabling Firewall exceptions

We then clicked “Show,” and added “5985:TCP:*:enabled:WinRM” as a new exception, as shown in figure 7.4.

=TT

Define port exceptions: Previous Setting | Next Setting

Value

pfessional with 5P2

s you to view and change the inbound port exceptions list
kd by Group Policy. Windows Firewall uses two port
tion lists: one is defined by Group Policy settings and the

@] | i defined by the Windows Firewall component in Control
4

A8

=]
<Port>i<Transport > <Scope>; <Status>: <Name> If you enable this policy setting, you can view and change the
inbound port exceptions list defined by Group Policy. To view this
5 ort exceptions list, enable the policy setting and then click the
[ e p p policy setting
o <Transport> is either "TCP" or "UDR" Show burtin.hToS:‘dd abport, Er{abLe t:: pohccy set:tlng:i n‘ota;he
=h syntax, click the Show button. In the Show Contents dialog box
[ 5| <Scopes iseither " (for all networks) or type a definition string that uses the syntax format. To remove a
o s port, click its definition, and then press the DELETE key. To edit a
= TE 2 comma-separated list that contains definition, remove the current definition from the list and add a
&
[ w

<Port> is a decimal port number

new one with different parameters. To allow administrators to add
) ports to the local port exceptions list that is defined by the

:‘ Printes 1P add h2210.0.0.1 Windows Firewall component in Control Panel, also enable the
[ syster sodresses, such s Z9.0.0. "Windows Firewall: Allow lacal part exceptions” palicy setting.

any number or combination of these:

g W.i"_do Subnet descriptions, such as 10.2.3.0/24
| I

14 setting(s)

I you disable this policy setting, the port exceptions list defined
The string "localsubnet” I ';I by Group Policy is deleted, but other policy settings can continue
»

oK Cancel Apply

Figure 7.4: Creating the Firewall exception
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Give it a Try!

After applying the above GPO changes, we restarted our client computer. When the WinRM service starts, it
checks to see ifit has any configured listeners. When it finds that it doesn’t, it should try and automatically
configure one — which we've now allowed it to do via GPO. The Firewall exception should allow the incoming

traffic to reach the listener.

As shown in figure 7.5, it seems to work. We've found the newly created listener!

PS WSMan:\localhost\Listener\Listener_ 641567888> ls

WSManConfig: Microsoft.WSMan.Management\WSMan::localhost\Listener\Listener_ 64158788

]

WARNING: column "Type" does not fit into the display and was removed.

wsman
CertificateThumbprint

ListeningOn_ 617374577 10.16©.60.247
ListeningOn_1776@22257 127.0.9.1
ListeningOn_1414502903 e

ListeningOn_ 1826098841 fe80::100:7f: fffe%ll
ListeningOn_ 1341394794 fe80: :ed46:84e:f5a:c32e%10

PS WSMan:\localhost\Listener\Listener 641507886>

Figure 7.5: Checking the newly created WinRM listener

Of course, the proof - as they say - is in the pudding. So we ran to another computer and, as shown in figure
7.6, were able to initiate an interactive Remoting session to our original client computer. We didn’t configure
anything except via GPO, and it’s all working.
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Figure 7-6: Initiating a 1-to-1 Remoting session with the GPO-configured client computer

What You Can’ t Do with a GPO

You can't use a GPO to start the WinRM service, as we've already stated. You also can’t create custom listeners
via GPO, nor can you create custom PowerShell endpoints (session configurations). However, once basic
Remoting is enabled via GPO, you can use PowerShell’s Invoke-Command cmdlet to remotely perform those
other tasks. You could even use Invoke-Command to remotely disable the default HTTP listener, if that's what
you wanted.

Also keep in mind that PowerShell’s WSMAN PSProvider can map remote computers’ WinRM configuration
into your local WSMAN: drive. That's why, by default, the top-level “folder” in that drive is “localhost;” so that
there’s a spot to add other computers, ifdesired. That offers another way to configure listeners and other
Remoting-related settings.

The real key is to use GPO to get Remoting up and running in this basic form, which is what we’ve shown you
how to do. From there, you can use Remoting itself to tweak, reconfigure, and modify the configuration.
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Afterword

We hope you've found this guide to be useful! We want to re-emphasize that this is always going to be a work
in progress; as people bring us material and suggestions, we'll incorporate that as best we can and publish a
new edition, hosting the master copy at http://PowerShell.org/wp /ebooks.

We welcome your input! Both principle authors, Don Jones and Tobias Weltner, offer on-site PowerShell
training classes. Don primarily covers the US, while Tobias works throughout Europe. The best place to ask
questions is in the Windows PowerShell Q&A forum at http://PowerShell.org. You can also reach Dave Wyatt
(who coordinates updates to this guide) at dlwyatt115@gmail.com. Please submit technical questions to the
Windows PowerShell Q&A forum, not via that email address.
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