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An evaluation of the degree of agility in six agile methods and its applicability for method engineering
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Abstract While agile methods are in use in industry, little research has been undertaken into what is meant by agility and how a supposed agile method can be evaluated with regard to its veracity to belong to this category of software development methodological approaches. Here, an analytical framework, called 4-DAT, is developed and applied to six well-known agile methods and, for comparison, two traditional methods. The results indicate the degree of agility to be found in each method, from which a judgement can be made as to whether the appellation of ‘‘agile’’ to that method is appropriate. This information is shown to be useful, for example, when constructing a methodology from method fragments (method engineering) and when comparing agile and traditional methods. Ó 2007 Elsevier B.V. All rights reserved.
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1. Introduction As a reaction to so-called ‘‘heavyweight’’ or plan-based methodologies [1], many practitioners have adopted the recently introduced ideas of agility [2]. Use of an agile method, under optimum conditions, can indeed create a high quality environment and high quality product. Its focus on the people rather than on reporting deliverables is often seen as a welcome shift of balance towards the most important factor in software development: the personnel involved. However, little objective evidence exists as to which of these many so-called agile methods really possesses the kind of agility envisioned in the Agile Manifesto [2]. Here, we introduce a new tool that can be used to assist in such an evaluation. For example, a manager may wish to choose between the various agile methods on oﬀer; a method engineer may wish to include agile method fragments within their situational method.



This tool, called 4-DAT [3], provides a framework in which an assessment of four degrees of agility can be made for an existing methodology or for an about-to-constructed methodology. In Section 2, we deﬁne agility, based on earlier studies [4], then summarize the 4-DAT (based on [3]). The bulk of the paper then introduces novel results derived from the 4-DAT analysis of six methods, extending the brief analysis of Scrum and XP given in [5]. In Section 3, we evaluate two non-agile (traditional) methodologies in order to provide a contrast. We then conclude with a short discussion about how these ideas could be used in the construction of a brand new method using a method engineering approach, as an example of the applicability of the agility assessment results from this 4-DAT analysis. 2. Agile development methods 2.1. Deﬁning agility Although Cockburn [6] deﬁnes the core of agile methods as ‘‘the use of light-but-suﬃcient rules of project behaviour and the use of human-and communication-oriented rules’’ and the Agile Manifesto [2] provides agile principles and
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agile values that qualitatively characterize agile methods, there remains no widely-agreed, precise and comprehensive deﬁnition of agility. Based on a survey and assessment of the various contemporary deﬁnitions, Qumer and Henderson-Sellers [3,5] oﬀer the following deﬁnition for the agility of any entity: ‘‘Agility is a persistent behaviour or ability of a sensitive entity that exhibits ﬂexibility to accommodate expected or unexpected changes rapidly, follows the shortest time span, uses economical, simple and quality instruments in a dynamic environment and applies updated prior knowledge and experience to learn from the internal and external environment.’’ In order to beneﬁt from this deﬁnition, these authors developed a four dimensional framework (4-DAT) to crystallize the key attributes of agility: ﬂexibility, speed, leanness, learning and responsiveness. Flexibility is the ability to respond to change and leanness accentuates lower cost, reduced timeframe and quality production [7]. Consequently, by applying the above deﬁnition of agility to the notion of a software development methodology, we derive the deﬁnition of an ‘‘agile method’’ as: ‘‘A software development method is said to be an agile software development method when a method is people focused, communications-oriented, ﬂexible (ready to adapt to expected or unexpected change at any time), speedy (encourages rapid and iterative development of the product in small releases), lean (focuses on shortening timeframe and cost and on improved quality), responsive (reacts appropriately to expected and unexpected changes), and learning (focuses on improvement during and after product development)’’. 2.2. Evaluating existing ‘‘agile methods’’ – the 4-DAT evaluation framework Although there are a number of analytical tools and frameworks [8–12] that may be used to examine software development methods, the distinguishing feature of 4DAT is that it evaluates methods from the perspectives of agility (called here the degree of agility), software process and lifecycle phases as well as how the methods fare in practice. 4-DAT speciﬁcally provides a mechanism to measure agility (degree of agility) of any method quantitatively at a speciﬁc level in a process and using speciﬁc practices. The approach of 4-DAT is partly qualitative and partly quantitative. However, since the tool is generic, it may be used to analyze any other software development method as well (see Section 3). It will help to examine agile methods from four perspectives or ‘‘dimensions’’ (see Table 1 for details): method scope, agility characterization (based on the ﬁve key attributes introduced in Section 2.1), characterization of agile values (based on



those proposed in the Agile Manifesto [2]), and software process characterization [13]. A report generated with the help of 4-DAT will assist organizations in making decisions about the selection or adoption of an agile method or agile method fragments. Although there are currently four dimensions evaluated in the 4-DAT approach, it is in fact extensible – we can add or remove dimensions or items from the dimensions of 4-DAT, if found necessary in the future. The method scope dimension is a set of key scope items, having been derived by distilling a set of key scope items from existing agile methods. This dimension checks the support of a method in terms of project size, team size, development style, code style, technology environment, physical environment, business culture and abstraction mechanism. This ﬁrst dimension for the evaluation approach helps to compare the methods at a high level. Agility characterization is identiﬁed as a second dimension of 4-DAT. It provides a set of agility features that are derived from the proposed agility deﬁnition (Section 2.1). Dimension 2 is used here to check the existence of agility in agile methods at both a process level and a method practices level. This is the only one of the four proposed dimensions of agility that is quantitative (details of the algorithms proposed are found in [3], reproduced here in Appendix A). A table is constructed for this dimension (Table 2) in which cell values of 0 or 1 are entered for each phase (for a high level assessment) or, at a more detailed level, for each individual practice (often called technique) [5]. The ﬁve agility features of ﬂexibility (FY), speed (SD), leanness (LS), learning (LG) and responsiveness (RS) for each method fragment are considered and then the overall method total (and hence average degree of agility) can be calculated. Based on our quantitative evaluations of pre-existing (and well-known) agile methods such as XP and Scrum ([5] and see discussion below), we can oﬀer as a ballpark ﬁgure a threshold value of around 0.5-0.6 for any constructed agile method to have suﬃcient measured agility to qualify for consideration as an agile method. Agile values characterization, dimension 3, is a set of six agile values; four of them are provided by the Agile Manifesto [2] and the ﬁfth agile value is provided by [14]. The sixth value of ‘‘keeping the process cost eﬀective’’ was proposed in [3] based on the study of several agile methods. Dimension 3 examines the support of agile values in diﬀerent practices of agile methods. Dimension 4 is a set of four components characterizing the software process. There are two main components: product engineering process and process management process. A product engineering process has a further three categories: development process, project management process and support processes [13]. Dimension 4 examines the practices that support these four processes in agile methods.
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Table 1 4-DAT’s four dimensions (after [3]) A. Qumer, B. Henderson-Sellers / Information and Software Technology 50 (2008) 280–295 Dimension 1 (Method Scope) Scope 1. Project Size 2. Team size 3. Development style 4. Code style 5. Technology environment 6. Physical environment 7. Business culture 8. Abstraction mechanism Dimension 2 (Agility Characterization) Features 1. Flexibility 2. Speed 3. Leanness 4. Learning 5. Responsiveness Dimension 3 (Agile Value Characterization) Agile values 1. Individuals and interactions over processes and tools 2. Working software over comprehensive documentation 3. Customer collaboration over contract negotiation 4. Responding to change over following a plan 5. Keeping the process agile 6. Keeping the process cost eﬀective Dimension 4 (Software Process Characterization) Process 1. Development process 2. Project management process 3. Software conﬁguration control process/Support process 4. Process management process Description Does the method specify support for small, medium or large projects (business or other)? Does the method support for small or large teams (single or multiple teams)? Which development style (iterative, rapid) does the method cover? Does the method specify code style (simple or complex)? Which technology environment (tools, compilers) does the method specify? Which physical environment (co-located or distributed) does the method specify? What type of business culture (collaborative, cooperative or non-collaborative) does the method specify? Does the method specify an abstraction mechanism (object-oriented, agent-oriented)? Description Does the method Does the method Does the method Does the method Does the method Description Which practices Which practices Which practices Which practices Which practices Which practices Description Which practices Which practices Which practices Which practices



accommodate expected or unexpected changes? produce results quickly? follow the shortest time span, use economical, simple and quality instruments for production? apply updated prior knowledge and experience to create a learning environment? exhibit sensitiveness?



value people and interaction over processes and tools? value working software over comprehensive documentation? value customer collaboration over contract negotiation? value responding to change over following a plan? help in keeping the process agile? help in keeping the process cost eﬀective?



cover cover cover cover



the the the the



main life cycle process and testing (Quality Assurance)? overall management of the project? process that enable conﬁguration management? process that is required to manage the process itself?
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Table 2 Schematic table for the calculation of the agility of x individual phases and y practices (a.k.a. techniques) and the overall agility of the constructed method Agility features FY Phases Phase 1 Phase 2 Phase 3 etc. Total Degree of agility (high level) Practices Practice 1 Practice 2 etc. Total Degree of agility (low level) 0 or 1 0 or 1 0 or 1 0 or 1 (0–x) (0–x)/x 0 or 1 0 or 1 0 or 1 (0–y) (0–y)/y SD 0 or 1 0 or 1 0 or 1 0 or 1 (0–x) (0–x)/x 0 or 1 0 or 1 0 or 1 (0–y) (0–y)/y LS 0 or 1 0 or 1 0 or 1 0 or 1 (0–x) (0–x)/x 0 or 1 0 or 1 0 or 1 (0–y) (0–y)/y LG 0 or 1 0 or 1 0 or 1 0 or 1 (0–x) (0–x)/x 0 or 1 0 or 1 0 or 1 (0–y) (0–y)/y RS 0 or 1 0 or 1 0 or 1 0 or 1 (0–x) (0-x)/x 0 or 1 0 or 1 0 or 1 (0–y) (0-y)/y Total 0-5 0-5 0-5 0-5 0–5*x Total divided by number of cells in table 0–5 0–5 0-5 0–5*y Total divided by number of cells in table



2.3. Applying the 4-DAT framework to existing agile methods We can now apply this deﬁnition, in the form of the four dimensional framework of 4-DAT (Table 1), to an evaluation of existing (and proposed) software development methods – in this section, six well-known candidate agile methodologies. Such an evaluation can determine not only whether a method’s elements can be considered agile or not (binary) but can determine the degree of agility exhibited by the method. 2.3.1. XP The XP software development process focusses on iterative and rapid development. XP is characterized by six phases: Exploration, Planning, Iterations to ﬁrst release, Productionizing, Maintenance and Death [15,16]. XP stresses communication and coordination among the team members at all times; and requires cooperation between the customer, management and development team to form the supportive business culture for the successful implementation of XP. We have analyzed XP in detail from four diﬀerent perspectives by using 4-DAT (Table 1). The ﬁrst dimension of 4-DAT has been used to evaluate (qualitatively) the agile method XP in terms of its scope and usability. The results of the evaluation are presented in Table 3. This table shows that XP is suitable for small and medium sized projects, uses an iterative and incremental object-oriented approach to develop software products with a team size of less than 10. XP discusses code style (clean and simple), technology environment (requires quick feedback), physical environment (co-located and distributed teams) and business culture (collaborative and cooperative). We can therefore conclude that if there is a small or medium level project in-hand where the project requirements are not ﬁxed then we may utilize XP for the development. The second dimension has been used to evaluate XP from an agility perspective and the degrees of agility



have been measured in terms of the ﬁve variables (features) relating to Dimension 2 (see Table 1): ﬂexibility (FY), speed (SD), leanness (LS), learning (LG) and responsiveness (RS) that may exist at some speciﬁc level or lifecycle phase or as a result of the practices used in the phases of XP. If any phase or practice of XP supports a particular agility feature, then 1 point is allocated in that particular cell, otherwise 0; and so on. [The detailed results of this calculation are given in Table 4]. The agile methods literature was used as the source of the numerical inputs for the analysis, calculated using the following equation [3]: X DAðObjectÞ ¼ ð1=mÞ m DAðObject; Phase or PracticesÞ (for full discussion of this equation, see Appendix A). The cell values for XP (Table 4) for the ﬁve characteristics of Dimension 2 are for both the high level (phases) and low level (practices). For example, the planning phase in XP is not ﬁxed and can be changed as we proceed in the software development; so it can be said to be a ﬂexible phase – it is marked as 1 in the FY cell. Planning is done quickly for each release and iteratively; thus it can be marked as speedy and allotted 1 in the SD cell. The plan may change at any time, bringing an extra cost for ﬁxing it; hence it is not lean and is consequently given a 0 in the LS cell. However, a plan can be considered as emergent in XP, with learning from previous releases, and is thus marked 1 in the LG cell. Finally, a plan responds whenever required and is thus marked 1 in the RS cell. The rest of the phases and practices in XP (and other agile methods) have been evaluated in a similar way. Table 4 shows that for XP the degree of agility is high in all categories except leanness (LS). For XP, the only ‘‘poor’’ phase is that of Death, with Maintenance having the second lowest value. Perhaps the most surprising results for XP are seen in Table 4 under Practices where it is clear that both ‘‘40-h week’’ and ‘‘metaphor’’ score badly – surprising because these are two of the practices most heavily stressed by XP advocates.
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Table 3 Scope evaluation of six agile processes (XP, Scrum, FDD, ASD, DSDM and Crystal) Criteria Scope Project size XP Small, medium Scrum Small, medium, and scalable for large <10 and multiple teams* FDD Small, medium, and large (business projects/ applications) No limit – scalable from small to large teams ASD Large and Complex projects DSDM Small and large projects (Business Applications) Minimum 2 and Maximum 6 (Multiple teams) Crystal Small and medium



Team size



<10



Not mentioned



Single team in crystal clear with maximum 6 people in a team. Multiple teams with maximum 40 persons in orange and 80 persons in red methodology Iterative and rapid development



Development style



Iterative, rapid



Iterative, rapid



Iterative design and construction



Iterative and rapid development – distributed development Not mentioned Not mentioned Co-located and distributed teams



Iterative, rapid development and cooperative Not mentioned Not mentioned Not mentioned



Code style Technology environment Physical environment



Clean and simple Quick feedback required Co-located teams and distributed teams (limitedinteraction) Collaborative and cooperative Object-oriented



Not speciﬁed Not speciﬁed Not speciﬁed



Not speciﬁed Not speciﬁed Not speciﬁed



Not mentioned Not mentioned Co-located team – no support for distributed development Not mentioned Object-oriented



Business culture Abstraction mechanism

*



Not speciﬁed Objectoriented



Not speciﬁed Object-oriented



Not speciﬁed Object-oriented/ Componentoriented



Collaborative and cooperative Object-oriented/ Componentoriented



This is a special feature.



The third dimension of 4-DAT has been used to examine (qualitatively) the support of agile values in the diﬀerent practices of XP (see Table 5). Here, we can see that XP oﬀers support for all the initial agile values but the two most recently identiﬁed [3] are less well supported. XP oﬀers no support for either ‘‘Keeping the process agile’’ – which might suggest a missing link to the SPI (software process improvement) community or for ‘‘Keeping the process cost eﬀective’’ (a pragmatic agility value for commercial adoptability). The fourth dimension of 4-DAT has been used to examine the practices of XP for the support of software processes. Table 6 presents the evaluation report for this fourth dimension. As with Dimension 3, the comparison is purely qualitative and informative (descriptive rather than prescriptive). Here, we can see that XP oﬀers practices for the Development and Project Processes but says nothing about Conﬁguration Management or Process Management. 2.3.2. Scrum Schwaber and Beedle [17] report that Scrum is a ﬂexible, adaptable, empirical, productive and iterative method that uses the ideas of industrial process control



theory for the development of software systems. According to [17], Scrum has threes phases: Pre-Game, Development and Post-Game. Pre-Game phase has a further two sub-phases: planning and high level design (architecture). Scrum is the second agile method that we have analyzed here and the detailed evaluation results are presented in Tables 3, 5–7. The results of scope evaluation (Table 3) of Scrum show that Scrum (an iterative and incremental object-oriented approach) is suitable for small, medium and large sized projects where team size is less than 10 people but where there may be multiple teams on the same project. Scrum does not explicitly discuss code style, technology environment, physical environment and business culture. The degree of agility in Scrum has been measured in terms of the ﬁve variables (features) relating to Dimension 2 (see Table 1). If any phase or practice of Scrum supports a particular agility feature, then 1 point is allocated in that particular cell, otherwise 0; and so on as before – see Table 7 for details showing that the degree of agility in the ‘‘PostGame’’ phase is very low in comparison with other phases. It also shows a zero score for leanness (LS) in all phases and practices of Scrum.



A. Qumer, B. Henderson-Sellers / Information and Software Technology 50 (2008) 280–295 Table 4 Degree of agility in XP(after [5]) Agility features XP Phases Exploration Planning Iteration to release Productionizing Maintenance Death Total Degree of Agility Practices The planning game Short release Metaphor Simple design Testing Refactoring Pair programming Collective ownership Continuous integration 40-h week On-site customer Coding standards Total Degree of agility FY 1 1 1 1 1 0 5 5/6 1 1 0 1 1 1 1 1 1 0 1 1 10 10/12 SD 1 1 1 1 0 1 5 5/6 1 1 1 1 1 1 0 0 1 0 0 1 8 8/12 LS 0 0 0 1 0 0 1 1/6 0 1 1 0 1 0 0 1 0 0 1 5 5/12 LG 1 1 1 1 1 0 5 5/6 1 1 0 1 1 1 1 1 1 1 1 1 11 11/12 RS 1 1 1 1 1 0 5 5/6 1 1 0 1 1 1 1 1 1 0 1 1 10 10/12 Total 4 4 4 5 3 1 21 21/(6*5) 4 4 2 5 4 5 3 3 5 1 3 5 44 44/(12*5)
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not explicitly specify code style, technology environment, physical environment and business culture, which is very similar to Scrum. The degree of agility in FDD has been measured (for details see Table 8). It can be seen that the phases and practices of FDD support all agility attributes except Leanness (LS). It can also be seen that two FDD phases (‘‘(1) Build by Feature’’ and ‘‘(2) Plan by Feature’’) and one practice (‘‘Developing by Feature’’) do not support any of the agility attributes, which is quite surprising. FDD practices have been examined for their support of agile values (see Table 5). The results show that FDD supports all the initial ﬁve agile values but does not support the sixth agile value of ‘‘Keeping the process cost eﬀective’’. FDD’s phases or practices do not support leanness (LS), which conﬁrms that FDD lacks support for the agile value ‘‘Keeping the process cost eﬀective’’. The support of software processes in FDD has been presented in Table 6, which clearly shows that FDD oﬀers practices for the Development, Project Management Processes and Conﬁguration Management but says nothing about Process Management. 2.3.4. ASD Adaptive Software Development (ASD) provides a framework that encompasses concepts, guidelines and practices in order to encourage rapid, incremental and iterative development of complex systems with constant prototyping. The Adaptive Development Model is characterized by three phases: Speculate, Collaborate and Learn [19]. ASD addresses issues such as social, cultural and team skills that are aligned with distributed software development and also provides techniques to deal with them. According to the scope evaluation (see Table 3), ASD (an object-oriented approach) facilitates iterative and rapid delivery of large complex systems where ASD project teams (no limit for team size) may be co-located or distributed at diﬀerent geographical locations. It is clear from this analysis that ASD addresses issues such as social, cultural and team skills that are aligned with distributed software development but does not explicitly say anything about code style, technology environment or business culture. Table 9 presents the measured degrees of agility in ASD both at process and practices level. It can be seen here that the phases and practices of ASD support all agility attributes (like other agile methods) except Leanness (LS). It is also noted that the ASD phase (‘‘The Project Initiation’’) and practice (‘‘The Project Mission Development’’) do not support any of the agility attributes and are therefore marked ‘‘zero’’ in the cells. According to our analysis, ASD (see Table 5) supports all the initial ﬁve agile values but does not oﬀer support for the recently identiﬁed sixth agile value of ‘‘Keeping the process cost eﬀective’’. As we have already seen, ASD’s phases or practices do not support leanness (LS), which also oﬀers support for the observation that ASD does



Scrum practices have also been examined to check the support of agile values (see Table 5). We can see that Scrum oﬀers support for all the initial ﬁve agile values but no support for the most recently identiﬁed [3] agile value ‘‘Keeping the process cost eﬀective’’. As we have already seen, none of Scrum’s phases or practices support leanness (LS) where the leanness attribute describes cost eﬀectiveness (see Table 1). Finally, we examined the practices of Scrum for the support of software processes. Table 6 clearly shows that Scrum oﬀers practices for the Development and Project Management Processes but says nothing about Conﬁguration management or Process management. 2.3.3. FDD Feature Driven Development (FDD) focuses on design and planning, which diﬀerentiates it from other development approaches [14]. FDD provides guidelines, tasks, techniques and ﬁve sequential processes: Develop an Overall Model, Build a Feature List, Plan by Feature, Design by Feature and Build by Feature [18]. FDD software development focuses on iterative design and construction of the software product [18]. FDD is the third agile method that we have analyzed here and the detailed evaluation results are presented in Tables 3, 5, 6, and 8. The scope evaluation (Table 3) of FDD shows that FDD is an object-oriented approach that is suitable for the development (iterative design and construction) of small, medium and large sized projects where there is no limit on team size. It can be seen that FDD does
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Table 5 Degree of agility for Dimension 3 in six agile methods (XP, Scrum, FDD, ASD, DSDM and Crystal) Agile values Individuals and interactions over processes and tools XP 1. The planning game 2. Collective ownership 3. On-site customer 4. Pair programming Working software over comprehensive documentation 1. Short releases 2. Testing 1. Sprint 2. Sprint review Scrum 1. Scrum teams 2. Sprint planning meeting 3. Daily scrum meeting FDD 1. Domain object modelling 2. Individual class ownership 3. Feature teams ASD 1. Adaptive management model 2. Collaborative teams DSDM 1. Active user involvement 2. Empowered teams. Crystal 1. Holistic Diversity and Strategy 2. Parallelism and Flux 3. User Viewings



4. Inspection 1. Developing by Feature 2. Inspection



3. Joint application development by independent agents 4. Customer focus group reviews 1. Developing by components 2. Software inspection



3. Collaboration and cooperation among stakeholders



3. Continuous integration



3. Regular Builds 4. Reporting/ visibility of results



3. Project postmortem



1. Frequent product delivery 2. Iterative and incremental development 3. Integrated testing



1. Revision and Review 2. Monitoring of a Progress



Customer collaboration over contract negotiation



1. The planning game 2. On-site customer 1. Metaphor 2. Simple Design



1. Product backlog 2. Sprint planning meeting 1. Sprint review 2. Sprint planning meeting



1. Domain object modelling.



1. Adaptive management model 2. Joint application development



1. Collaboration and cooperation among stakeholders 2. Requirements are baselined at a high level. 1. Reversible changes



1. Staging



2. User Viewings.



Responding to change over following a plan



1. Domain object modelling 2. Conﬁguration Management



1. Adaptive cycle planning 2. Customer focus group reviews



1. Reﬂection Workshops 2. Methodology Tuning



3. Refactoring 4. Coding standards Keeping the process agile – 1. Sprint review 2. Daily scrum meeting – 1. Reporting/ visibility of results 2. Inspection 1. Software inspection 2. Project Postmortem 1. Integrated testing 1. Reﬂection Workshops 2. Monitoring of a Progress 1. Reﬂection Workshops 2. Monitoring of Progress



Keeping the process cost eﬀective



–



–



–



–



not support the agile value ‘‘Keeping the process cost eﬀective’’. Finally, further analysis results in Table 6 show that ASD oﬀers practices for the Development Process, Project Management Processes, Process Management Process but has no such practices for Conﬁguration Management. 2.3.5. DSDM The Dynamic Software Development Method [20,21] provides a framework (rather than a method) that supports rapid, iterative and collaborative software development for producing high quality business information systems solutions [22]. The basic principle of DSDM is that the resources and timeframe are adjusted and then the goals



and the required functionality (that is not ﬁxed) are adjusted accordingly [23]. According to the DSDM Consortium [24], a DSDM project has seven phases: Pre-Project, Feasibility Study, Business Study, Functional Model Iteration, Design and Build Iteration, Implementation and Post-Project. According to the scope evaluation (see Table 3), DSDM (object-oriented/component-oriented approach) is suitable for the iterative and rapid development of small to large business applications. A DSDM project may have multiple teams where team size may vary from 2 members (minimum) to 6 members (maximum). It can also be seen that the business culture in DSDM projects is collaborative and cooperative and that there is no ﬁxed contract between



A. Qumer, B. Henderson-Sellers / Information and Software Technology 50 (2008) 280–295 Table 6 Software process in six agile methods (XP, , Scrum, FDD, ASD, DSDM and Crystal) (Dimension 4) Software process Development process XP 1. Short releases 2. Metaphor Scrum 1. Scrum teams 2. Product backlog 3. Sprint 4. Sprint review FDD 1. Domain object modeling 2. Developing by feature 3. Individual class ownership 4. Feature teams ASD 1. The project mission development 2. Developing by components. 3. Collaborative teams 4. Joint application development 5.Customer focus group reviews 6.Software inspection DSDM 1. Active user involvement Crystal 1. Staging
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2. Empowered teams



3. Simple design 4.Testing



3.Frequent product delivery 4. Fitness for business purpose 5. Iterative and incremental development 6. Revetsible changes 7. Requirements are baselined at high level 8. Integrated testing 9. Collaboration and cooperation among stakeholders



2. Holistic Diversity and Strategy 3. Parallelism and Flux 4. User Viewings.



5.Refactoring 6. Pair programming 7.Collective Ownership 8.Continuous integration 9. On-site customer 10. Coding standard Project management process 1. The planning game 1. Scrum master 2. Sprint lanning meeting 3. Daily scrum meeting Software conﬁguration control process/support process Process management process Not speciﬁed Not speciﬁed



5. Inspection 6. Regular builds



5. Revision and review



1. Reporting/ visibility of results



1. Adaptive cycle planning 2. Adaptive management model



Not speciﬁed



1. Monitoring of a progress



1. Conﬁguration management Not speciﬁed



Not speciﬁed



Not speciﬁed



Not speciﬁed



Not speciﬁed



Not speciﬁed



1. Project postmortem



Not speciﬁed



1. Reﬂection workshops Methodology tuning



the development company and the customer. DSDM does not specify code style, technology environment and physical environment. The degree of agility in DSDM can be seen in Table 10. Like previously evaluated agile methods, here we can also see that DSDM, both at the process and practices level, supports all agility attributes except Leanness (LS). It is also noted that three DSDM phases (‘‘The Pre-Project’’, ‘‘Feasibility Study’’ and ‘‘Business Study’’) and one practice (‘‘Requirements are baselined at High Level’’) do not support any of the agility attributes at all and are marked as having ‘‘zero’’ agility in the cells. DSDM (see Table 5) supports all the initial ﬁve agile values but does not oﬀer support for the recently identiﬁed sixth agile value, ‘‘Keeping the process cost eﬀective’’. As



with the other assessed agile methods, this is because DSDM’s phases or practices do not support leanness (LS), which is related to the cost and economic perspective of a software development process. Finally, Table 6 shows that DSDM oﬀers practices for the Development Process but does not say anything about Project Management Processes, Process Management Process or Conﬁguration Management. 2.3.6. Crystal Crystal methodologies focus on incremental development (which may be in parallel), where one increment may take several iterations to complete. The tunable project life cycle that is common for all Crystal methodologies is: envisioning, proposal, sales, setup, requirements, design and code, test, deploy, train, alter [25]. According to [22],
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A. Qumer, B. Henderson-Sellers / Information and Software Technology 50 (2008) 280–295 Table 9 Degree of agility in ASD – cell values Agility features LG 1 1 0 2 2/3 1 1 1 1 1 1 1 7 7/7 RS 1 1 0 2 2/3 1 1 1 1 1 1 1 7 7/7 Total 4 4 1 9 9/(3*5) 4 4 4 4 4 4 4 28 28/(7*5) ASD Phases The project initiation Adaptive cycle planning Concurrent component engineering Quality review Final Q/A and release Total Degree of agility Practices The project mission development Adaptive cycle planning Developing by components Adaptive management model Collaborative teams Joint application development by independent agents Customer focus group reviews Software inspection Project postmortem Total Degree of agility FY 0 1 1 1 0 3 3/5 0 1 1 1 1 1 1 1 0 7 7/9 SD 0 1 1 1 1 4 4/5 0 1 1 1 1 1 1 1 1 8 8/9 LS 0 0 0 0 0 0 0/5 0 0 0 0 0 0 0 0 0 0 0/9 LG 0 1 1 1 1 4 4/5 0 1 1 1 1 1 1 1 1 8 8/9 RS 0 1 1 1 0 3 3/5 0 1 1 1 1 1 1 1 0 7 7/9 Total 0 4 4 4 2 14 14/(5*5) 0 4 4 4 4 4 4 4 2 30 30/(9*5)



Table 7 Degree of agility in Scrum – cell values (after [5]) Agility features Scrum Phases Pre-Game Development Post-Game Total Degree of agility Practices Scrum master Scrum teams Product backlog Sprint Sprint planning meeting Daily scrum meeting Sprint review Total Degree of agility FY 1 1 0 2 2/3 1 1 1 1 1 1 1 7 7/7 SD 1 1 1 3 3/3 1 1 1 1 1 1 1 7 7/7 LS 0 0 0 0 0/3 0 0 0 0 0 0 0 0 0/7



Table 8 Degree of agility in FDD – cell values Agility features FDD Phases Develop an overall model Build a feature list Plan by feature Design by feature (per-feature) Build by feature (per-feature) Total Degree of agility Practices Domain object modelling Developing by feature Individual class ownership Feature teams Inspection Regular builds Conﬁguration management Reporting/visibility of results Total Degree of agility FY 1 0 0 1 1 3 3/5 1 0 1 1 1 1 1 1 7 7/8 SD 1 0 0 1 1 3 3/5 1 0 1 1 1 1 1 1 7 7/8 LS 0 0 0 0 0 0 0/5 0 0 0 0 0 0 0 0 0/7 LG 1 0 0 1 1 3 3/5 1 0 1 1 1 1 1 1 7 7/8 RS 1 0 0 1 1 3 3/5 1 0 1 1 1 1 1 1 7 7/8 Total 4 0 0 4 4 12 12/(5*5) 4 0 4 4 4 4 4 4 28 28/(8*5)



Crystal Clear has one team whereas a Crystal Orange team may be split into several cross-functional groups [6] by using the Holistic Diversity strategy [26]. The development process is carried out by following guidelines of policy standards, work products, local matters, tools, standards and roles, which are all provided by the Crystal family of methodologies [6]. According to [27], the Crystal family of methodologies are people-centred and share a human orientation with XP where people continuously monitor their process and tune it as they make progress. Finally, here we have analyzed, as the sixth agile software development approach, the Crystal family of methodologies. According to the scope evaluation (see Table 3), Crystal (object-oriented approach) oﬀers diﬀerent methodologies (named as Crystal Clear, Orange etc.) for the itera-



tive and rapid development of small to large applications. A Crystal project may have multiple teams where a single team may have up to 6 members (maximum). It can be seen that Crystal does not support a distributed development; therefore development teams should be co-located. Crystal does not specify code style, business culture and technology environment explicitly. Table 11 presents the degree of agility in Crystal. Here we can see that at the process level (Phases), Crystal supports all agility attributes except Leanness (LS) but at the practice level there are two practices (‘‘Reﬂection Workshops’’ and ‘‘Monitoring of a Progress’’) that support leanness (LS), which makes it distinct from the other agile methods evaluated in this paper. It is also noted that there is only one practice (‘‘Holistic Diversity and Strategy’’) with a minimum degree of agility as compared to other practices in Crystal. Crystal practices (see Table 5) support all the initial ﬁve agile values and also support the recently identiﬁed sixth agile value ‘‘Keeping the process cost eﬀective’’, unlike other assessed agile methods where poor support was seen. Finally, Table 6 shows that Crystal oﬀers practices for the Development Process, Project Management Process and Process Management Process but does not say anything about Conﬁguration Management. 2.3.7. Inter-method comparison In the last few sections, we have individually presented and analyzed six agile methods. Here, in this section, we present an inter-method comparison that ﬁrst outlines the high level diﬀerences between these methods and their possible usability in diﬀerent projects; and then ranks them



A. Qumer, B. Henderson-Sellers / Information and Software Technology 50 (2008) 280–295 Table 10 Degree of agility in DSDM – cell values Agility features DSDM Phases Pre-project Feasibility study Business study Functional model iteration Design and build iteration Implementation Post-project Total Degree of agility Practices Active user involvement Empowered teams Frequent product delivery Iterative and incremental development Reversible changes Requirements are baselined at High Level Integrated testing Collaboration and cooperation among stakeholders. Total Degree of agility FY 0 0 0 1 1 1 1 4 4/7 0 1 1 1 1 0 1 1 6 6/8 SD 0 0 0 1 1 1 1 4 4/7 1 1 1 1 1 0 1 1 7 7/8 LS 0 0 0 0 0 0 0 0 0/7 0 0 0 0 0 0 0 0 0 0/8 LG 0 0 0 1 1 1 1 4 4/7 1 1 1 1 1 0 1 1 7 7/8 RS 0 0 0 1 1 1 1 4 4/7 1 1 1 1 1 0 1 1 7 7/8
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Total 0 0 0 4 4 4 4 16 16/(7*5) 3 4 4 4 4 0 4 4 27 27/(8*5)



according to their degree of agility. It is clear from the above analysis that XP and Scrum are suitable for small and medium projects; Crystal, FDD and DSDM are suitable for small, medium and large business systems; and ASD is suitable for large and complex projects. Team size is not speciﬁed by FDD and ASD whereas XP, DSDM, Scrum and Crystal specify the team size. All methods produce software in rapid increments but ASD also discusses distributed software development. Only XP discusses code style (clean and simple); others do not specify this explicitly. XP, ASD and Crystal discuss the physical environment for development, others remaining silent. XP and DSDM are the only methodologies to explicitly specify a collaborative and cooperative business culture for software development. Furthermore, we have used the Dimension 2 (Table 1) and a template (Table 2) to measure the degree of agility in six selected agile methods. Table 12 presents the ﬁnal value for the degree of agility in these six methods. We can see (Table 12 and Fig. 1) that Crystal is evaluated as the most agile at the phase level and Scrum shows itself to be the most agile at the practices level. Furthermore, DSDM is assessed as being less agile at the phase level and ASD as less agile at the practices level in comparison with other agile methods. Table 12 also shows the ranking of agile methods and Fig. 1 summarizes these results graphically for the degree of agility in selected agile methods. Application of the 4-DAT approach can thus give methodologists and managers in an organization some quantitative as well as qualitative data on how agile any method is. For example, an organization may have decided to adopt an agile approach and is unsure which of the many possibilities to choose. As well as giving an



overall ‘‘picture’’ of a method, the more detailed values, at both process and practices level, may be useful when speciﬁc characteristics of an agile method are needed by the organization or on a speciﬁc project. Perhaps it is important to have a very lean project but the speed characteristic is of less importance in this particular case. The 4-DAT approach thus provides additional, quasi-objective insights to help the project manager make the best method choice. 3. Agility within traditional methods Although the 4-DAT was developed as an assessment tool for agile methods, it is interesting here, as a test of its utility, to apply it to two traditional software development methods: waterfall and spiral. For 4-DAT to be acceptable, one would conjecture that these calculations should lead to signiﬁcantly lower values than for those agile methods of Section 2. 3.1. Water fall software development process The ‘waterfall’ approach [28] was the very ﬁrst formal software development process. It is still in use and is most applicable where project requirements are ﬁxed. The waterfall approach may be characterized by three main phases: Project Initiation, Development and Testing. Waterfall consists of ﬁve main practices: System Concept, Analysis, Design, Coding and Testing. Although waterfall has been used for a long time, its current incarnations tend not to follow the original publications but to be some more sophisticated variant of it.
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Table 11 Degree of agility in Crystal – cell values Agility features CRYSTAL Phases Planning Development phase for increment User-useable release Total Degree of agility Practices Staging Reﬂection workshops Monitoring of a progress Methodology tuning Holistic diversity and strategy Parallelism and ﬂux User viewings Revision and review Total Degree of agility FY 1 1 1 3 3/3 1 1 0 1 0 1 1 1 6 6/8 SD 1 1 1 3 3/3 1 1 1 1 1 1 1 1 8 8/8 LS 0 0 0 0 0/3 0 1 1 0 0 0 0 0 0 2/8 LG 1 1 1 3 3/3 1 1 0 1 0 0 1 1 5 5/8 RS 1 1 1 3 3/3 1 1 1 1 1 1 1 1 8 8/8 Total 4 4 4 12 12/(3*5) 4 5 3 4 2 3 4 4 29 29/(8*5)



According to our scope evaluation analysis (see Table 13), the waterfall approach supports a linear or sequential style of development and can be used for small, medium or large complex systems where the project requirements and contract (with a customer) are ﬁxed. It does not specify team size, code style, physical environment or abstraction mechanism. Table 14 presents the measured degrees of agility in the waterfall approach, both at the process and practices level. It can be seen that the phases and practices of waterfall do not support any of the agility attributes and therefore are marked ‘‘Zero’’ in the cell. This is due to inﬂexible and rigid nature of the waterfall approach. However, waterfall can be considered as a generic theoretical model for many subsequent software processes. According to our analysis (see Table 15), waterfall does not support any of the agile values. As we have already seen, the phases and practices of the waterfall approach do not support any of the agility attributes, which also oﬀers support for the observation that waterfall does not support the agile values either. Finally, further analysis results in Table 16 show that waterfall oﬀers practices for the Development Process, Project Management Processes, but does not explicitly specify practices for Conﬁguration Management and Process Management. 3.2. Spiral model for software development process The Spiral Model for software development [29] is also known as risk-driven development. It includes practices from waterfall, prototyping and incremental models for software processes. The spiral model may be characterized by ﬁve main phases: Project Concept, Risk Management, Planning, Prototyping, and Product Engineering. The spiral model consists of ten main practices: Project Concept, Risk Management, Prototype Planning, Prototyping,



Concepts of Operations, Software Requirements, Development Plan, Design, Coding and Testing. This approach is often characterized as a set of four development cycles [although it has also been observed that linearity is a more dominant feature than iteration [30]]. In the ﬁrst ‘‘cycle’’, initial risk analysis, initial prototype, initial requirement plan and project concepts are undertaken. In the second ‘‘cycle’’, risk analysis, detailed prototype, software requirements, requirements validation and development plan are the focus. In the third ‘‘cycle’’, risk analysis, next level prototype, initial design, design validation, integration and test plan are documented. In the fourth ‘‘cycle’’, operational prototype, risk analysis, detailed design, implementation and testing are done. We may apply separate spiral models (a set of cycles) for the incremental development of separate software modules or components [29]. It has been argued that the spiral model combines the strengths of waterfall, prototyping and an incremental model. Another important aspect of a spiral model is the consideration of risk assessment and management. Although the spiral model ‘‘cycles’’ focus on the iterative risk assessment and the development of prototypes, each ‘‘cycle’’ does not deliver executable code, whereas each iteration in an agile software development does in fact deliver such executable code. In each ‘‘cycle’’ of the spiral, full planning (ﬁxed planning) is undertaken for the next ‘‘cycle’’, which would appear to support incremental planning rather than an emerging or evolving plan. For example, a ﬁxed plan is developed for requirements in the ﬁrst ‘‘cycle’’, then a ﬁxed plan is done for development in the second ‘‘cycle’’, and then a ﬁxed plan is done for testing. In a similar way, ﬁrst a preliminary design is done followed by a detailed design (iterative design) is done. The only evolving and emerging practices of spiral are risk management, prototype planning and prototype development that evolve as the spiral moves on for the next ‘‘cycle’’. Never-



A. Qumer, B. Henderson-Sellers / Information and Software Technology 50 (2008) 280–295 Table 12 Degree of agility in XP, Scrum, FDD, ASD, DSDM, Crystal – overall comparison Process & practices Phases Rank Practices Rank XP 21/30 = 0.70 2 44/60 = 0.73 2 Scrum 9/15 = 0.60 3 28/35 = 0.80 1 FDD 12/25 = 0.48 5 28/40 = 0.70 3 ASD 14/25 = 0.56 4 30/45 = 0.67 5 DSDM 16/35 = 0.46 6 27/40 = 0.68 4 Crystal
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12/15 = 0.80 1 29/40 = 0.73 2



0.90 0.80 0.70 0.60 0.50 0.40 0.30 0.20 0.10 0.00 Phases Practices Agile Methods



Degree of Agility



XP Scrum FDD ASD DSDM Crystal



Fig. 1. Comparison of the degree of agility for six agile methods as measured for the phases level and the practices level.



theless, all the artifacts and practices are documentationoriented (detailed documentation) and the fact of face-toface communication is not considered as an important activity whereas agile methods focus on face-to-face communication with reduced documentation. However, we can note that the only incremental aspect of a spiral model is similar to agile. According to our scope evaluation (see Table 13), the spiral model follows a hybrid development style (sequential and incremental) and is suitable for medium and large projects where the project requirements and customer contract are ﬁxed. It does not specify the team size, code style, physical environment or abstraction mechanism. Table 17 presents the measured degrees of agility in the spiral model at both the process and practices level. It can be seen that the ‘Risk Management’ and ‘‘Prototyping’’ Phases are ﬂexible, iterative and evolving in nature. They therefore respond to changes, both showing a high degree of agility in comparison with other phases. At the practices level, it is also clear that only three practices encompass a high degree of agility and the rest of the practices show



poor support for agility attributes. Although spiral delivers the software product in small increments, which shows support for ‘‘SD’’, it fails to support the ‘‘LS’’ factor since spiral is a documentation-intensive software process that prevents it achieving a high value for ‘‘LS’’. In a similar way, we have calculated the degree of agility in other spiral model phases and practices. According to our analysis, three of the practices (see Table 15) support only one agile value ‘‘responding to change over following a plan’’ and the rest do not support any of the agile values. As we have already seen, Risk Management, Prototype Planning and Prototype Development practices show a signiﬁcant degree of agility, which also oﬀers support for the observation that the rest of the spiral model practices do not support the agile values. Finally, further analysis results in Table 16 show that a spiral model oﬀers practices for the Development Process, Project Management Process, Risk Management Process but does not explicitly specify practices for Conﬁguration Management and Process Management. 3.3. Brief Inter-method comparison To compare the two studied traditional software development approaches with agile methodologies, we have added the summary data from Tables 14 and 17 to Fig. 1, grouping the Phases and Practices values together for each methodology, thus giving a slightly diﬀerent visual insight into this comparison (Fig. 2). It is immediately obvious that the two traditional (ostensibly non-agile) methodologies have values for both Phases and Practices well below the values for the agile methods analyzed in Section 2 and below the threshold of 0.5-0.6 proposed earlier. What is interesting, however, is that for Phases, the value for the spiral approach is not that much lower than for



Table 13 Scope evaluation of the waterfall and spiral approaches Criteria Scope Project size Team size Development style Code style Technology environment Physical environment Business culture Abstraction mechanism Waterfall Small, medium, large Does not specify Linear and sequential Does not specify Does not specify Does not specify Fixed contract Does not specify Spiral Medium, large Does not specify Hybrid (sequential, incremental) Does not specify Does not specify Does not specify Fixed contract Does not specify
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A. Qumer, B. Henderson-Sellers / Information and Software Technology 50 (2008) 280–295 Table 17 Degree of agility in the spiral approach – cell values Agility features LS 0 0 0 0 0/3 0 0 0 0 0 0 0/5 LG 0 0 0 0 0/3 0 0 0 0 0 0 0/5 RS 0 0 0 0 0/3 0 0 0 0 0 0 0/5 Total 0 0 0 0 0/(3*5) 0 0 0 0 0 0 0/(5*5) Spiral Phases Project concept Risk management Planning Prototyping Product engineering Total Degree of agility Practices Project concept Risk management Prototype planning Operation concepts Prototyping Requirements Development plan Design Coding Testing Total Degree of agility FY 0 1 0 1 0 0 2/5 0 1 1 0 1 0 0 0 0 0 0 3/10 SD 0 1 1 1 1 0 4/5 0 1 1 1 1 1 1 1 1 1 0 9/10 LS 0 0 0 0 0 0 0/5 0 0 0 0 0 0 0 0 0 0 0 0/10 LG 0 1 0 1 0 0 1/5 0 1 1 0 1 0 0 0 0 0 0 3/10 RS 0 1 0 1 0 0 2/5 0 1 1 0 1 0 0 0 0 0 0 3/10 Total 0 4 1 4 1 0 10/(5*5) 0 4 4 1 4 1 1 1 1 1 0 18/(10*5)



Table 14 Degree of agility in the waterfall approach – cell values Agility features Water fall Phasess Project initiation Development Testing Total Degree of agility Practices System concept Analysis Design Coding Testing Total Degree of agility FY 0 0 0 0 0/3 0 0 0 0 0 0 0/5 SD 0 0 0 0 0/3 0 0 0 0 0 0 0/5



Table 15 Degree of agility for Dimension 3 in the waterfall and spiral approaches Agile values Individuals and interactions over processes and tools Working software over comprehensive documentation Customer collaboration over contract negotiation Responding to change over following a plan Keeping the process agile Keeping the process cost eﬀective Water fall – – Spiral – –



4. Situational method engineering and the use of 4-DAT

– – – – Risk Management Prototype Planning prototyping – –



Table 16 Software process in the two traditional approaches Software process Development process Waterfall Analysis Design Coding Testing Spiral Project concept Operations concept Prototyping Software Requirements Design Coding Testing Prototype planning Development plan Risk management Not speciﬁed



Project management process Software conﬁguration Control process/Support process Process management process



System concept Not speciﬁed Not speciﬁed



DSDM. This perhaps reﬂects the fact that DSDM was not originally developed as an agile approach and has only recently been included in such lists of agile approaches. For the more detailed Practices evaluation, even the spiral approach comes nowhere near approaching even the lowest of the agile values.



As a further indication of the potential value of the 4DAT, here we brieﬂy overview how it may be useful in the context of situational method engineering (SME). In a SME approach [31–34], small pieces of a method are identiﬁed and stored as method fragments or method chunks [35] in a repository or methodbase [36,37]. For each project, the method engineer selects appropriate method fragments from the methodbase, perhaps with the help of an outside consultant or a software tool such as a Computer Assisted Method Engineering (CAME) tool [37–39]. The method is thus ‘‘constructed’’ or engineered from its component parts in such a way that only relevant process components, as represented by the method fragments, are incorporated into the constructed method and those not useful can be safely ignored e.g. [33]. Construction rules are required for this assembly process [40,41] – this is arguably one of the most challenging parts of SME. In the construction of an agile method, it is important to be able to identify those fragments that may have appropriate agility (and the extent of that agility characteristic). In traditional SME, it is left to the judgement of the method engineer to ascertain whether the method fragment selected from the methodbase/repository is appropriate or not. For the construction of an agile methodology, we can use the 4-DAT to add an ‘‘agility value’’ to any such fragments i.e. it is applied at the high granularity level of a method fragment rather than at the methodology level as discussed in Section 2. Low values suggest that the fragment is of low agility value overall. Thus, such values can
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Such an evaluation can be used to rationally select an appropriate agile method/process for a particular development or in method engineering, where a situation speciﬁc method/process can be constructed with an appropriate degree of agility. Acknowledgements We thank the anonymous reviewer who suggested comparing agile methodologies with traditional waterfall and spiral approaches (Section 3). We also wish to thank the Australian Research Council for ﬁnancial support under their Discovery scheme. This is contribution number 07/ 04 of the Centre for Object Technology Applications and Research. Appendix A. Details of the algorithms used to calculate agility in the 4-DAT (a) equations used The degree of agility (DA) is a value between 0 and 1 and is given by DAðObject; PhaseÞ ¼ fPA; FAg DAðObject; PracticesÞ ¼ fPA; FAg where PA = partial agility and FA = full agilityor X DA ðObjectÞ ¼ ð1=mÞ m DAðObject; Phase or PracticesÞ whereObject = {Organization, System, Method, Process, Software, Documentation, Activities, Techniques, Metamodel, Method Engineering, Development, Engineering. . .. . ..} and Phase must be speciﬁed qualitatively. For example, we could write the fact that for Object = Method, LA = Requirements Engineering, wherein the value of DA was classed as partial (PA) as: DA ðObject ¼ Method; Phase ¼ Requirements EngineeringÞ ¼ PA A method (MD) may have process(es), whereby each process PS may have diﬀerent phases. In one or more phase(s) PH, diﬀerent practices PR may be applied in order to contribute towards the solution of a given problem. We can thus alternatively express the Process in terms of these cross-phase practices. The following equations summarize these concepts.

MD ¼ Method ¼ fPS1; PS2; :: . .. PSng PSðPH Þ ¼ Process based on phases ¼ fPH 1; PH2 .. .. . .. .. PHng PSðPRÞ ¼ Process based on practices ¼ fPR1; PR2;. . .. .. . .. ::PRng



Fig. 2. Comparison of the degree of agility derived from 4-DAT evaluations for the two traditional methods (spiral and waterfall) as compared to values derived earlier for agile methods – this time grouped according to methodology rather than phase/practice.



assist method engineers in their decision-making process with respect to the degree of agility they seek in each method fragment. In summary, the use of situational method engineering has three direct advantages to the software development organization and to the software development team: (i) The method that is constructed for the current project is ultimately what is required both in terms of processes, activities, tasks, techniques, guidelines (depending on your choice of terminology) as well as in terms of the people involved (actually roles), the extent of bureaucratic reporting and project management and the lifecycle model itself – and now the extent of agility implicit in the fragment. (ii) For subsequent projects, the team will develop conﬁdence in self-tuning (tailoring) their own method to ﬁt these projects and also in responding to any change in the development environment – perhaps the scope of the projects they undertake will change; as they grow in sophistication and software development capability so must the process (see also [42]). Consequently, elements in the method repository previously eschewed may now prove useful. Perhaps there is a technique for ﬁnding classes and agents that the project team felt they did not have the skills to use previously; perhaps there is a training role for team expansion. (iii) Building trust in the team members’ ability to make use of their method. The development team will be highly motivated and enthusiastic to fully utilize their method as a result of gaining method ownership.



5. Conclusions An analytical framework (4-DAT) has been developed and applied to the detailed evaluation of the degree of agility in six selected agile methods and two traditional methods (waterfall and spiral). The evaluation approach in this analytical framework evaluates these methods from four perspectives both at the process level and practice level.



Agility in a process (phases): First the agility is calculated in terms of the ﬁve features of agility (see main text) for each phase of a process.
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Agility of PHi ¼ fFY þ SD þ LS þ LG þ RSg Total Agility in PS ¼ Agilityof ðPH 1 þ PH 2 þ . . . þ PHnÞ Degree of Agility in PS based on Phases; PSðPRÞ ¼ ðTotal Agility in PSÞ=ðn Ã 5Þ where n is number of phases in a process and the constant 5 represents the ﬁve agility attributes. Agility in a process (practices): The agility is calculated in terms of the ﬁve features of agility for each practice of a process. Agility in PRi ¼ fFY þ SD þ LS þ LG þ RSg Total Agility in PS ¼ Agility of ðPR1 þ PR2 þ . . . :: þ PRnÞ Degree of Agility in PS based on Practices; PSðPRÞ ¼ ðTotal Agility in PSÞ=ðn Ã 5Þ
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